[image: C:\Users\Yudhistyra\Pictures\Logo Politeknik Caltex Riau.png]



FINAL PROJECT REPORT

SQL INJECTION AND CROSS SITE SCRIPTING PREVENTION USING OWASP WEB APPLICATION FIREWALL





Robinson
NIM. 1455301068




Mentor
Memen Akbar, S.Si., M.T.
Muhammad Arif Fadhly Ridha, S.Kom., M.T.

	

INFORMATICS ENGINEERING STUDY PROGRAM
POLITEKNIK CALTEX RIAU
2018	


ii

[bookmark: _Toc453870426][bookmark: _Toc497678616][image: C:\Users\Yudhistyra\Pictures\Logo Politeknik Caltex Riau.png]HALAMAN JUDUL

FINAL PROJECT REPORT

SQL INJECTION AND CROSS SITE SCRIPTING PREVENTION USING OWASP WEB APPLICATION FIREWALL




Robinson
NIM. 1455301068




Mentor
Memen Akbar, S.Si., M.T.
Muhammad Arif Fadhly Ridha, S.Kom., M.T.

	
INFORMATICSS ENGINEERING STUDY PROGRAM
POLITEKNIK CALTEX RIAU
2018
ix

[bookmark: _Toc497678617]LEGALIZATION PAGE
SQL INJECTION AND CROSS SITE SCRIPTING PREVENTION USING OWASP WEB APPLICATION FIREWALL

Robinson
NIM. 1455301068

This Final Project is proposed as one of the requirements for obtaining a Bachelor of Applied Science (S.S.T ) at 
Politeknik Caltex Riau

Pekanbaru, 23 January 2018
	Approved By:

	Mentor,
	Reviewer, 

	

1. Memen Akbar, S.Si., M.T.
      NIP. 078313
	

1. Ardianto Wibowo, S.Kom., M.T.
     NIP. 078517

	

2.  Muhammad Arif Fadhly Ridha, S.Kom.,M.T. 
      NIP. 138701
	

1. Rahmat Suhatman, S.T., M.T.
     NIP. 048110

	
	

1. Dewi Hajar, S.A.B.,M.T.
     NIP. 148905


Known,
Head of Informatics Engineering Study Program



Ananda, S.Kom., M.T.
NIP. 108501
[bookmark: _Toc497678618]
Statement

I hereby declare that in the final project entitled : 
“SQL Injection and Cross Site Scripting Prevention using OWASP Web Application Firewall” 
It is true of my work, and does not contain any scientific or writing work ever submitted in a College. 
Each written word contains no plagiarism, never written or published by others expet those referred to this final project report and mentioned in the bilbliography. I am ready to bear all the consequences if proven plagiarism.

Pekanbaru, 23 January 2018

					Robinson



ABSTRACT
Web application or website are widely used to provide functionality that allows companies to build and maintain relationships with their customers. The information stored by web applications is often confidential and, if obtained by malicious attackers, its exposure could result in susbtantial losses for both consumers and companies. SQL Injection and Cross Site Scripting are attacks that aiming web application database vulnerabilities. Its can allow malicious attackers to manipulate web server database that can cause various data lost, information thieving, and incosistent of data. Therefore, this research propose the Open Web Application Security Project (OWASP) ModSecurity Core Rule et which can help administrator securing the web servers. OWASP operate by blocking IP Address which try to breaking the security rule, monitoring network traffic and preventing suspicious network requesting from outside.All request by the client will be filter by the OWASP ModSecurity first before send it into web application and getting response. For the result, OWASP ModSecurity successfully securing Web Application from SQL Injection (manual ), SQL Injection using SQLmap exploitation tool and also Cross Site Scripting using XSSer exploitation tools, but in otherside, ModSecurity failed to detect and securing web application from Cross Site Scripting Stored type which test by using BeEF Exploitation tool. Using OWASP ModSecurity didn’t affect the web application performance.
Key Word: Web Application, SQL Injection, Cros Site Scripting, Open Web Application Security Project.
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[bookmark: _Toc497678624]CHAPTER I
INTRODUCTION
[bookmark: _Toc497678625]Background of the Problem
[bookmark: _GoBack]Web application or website are widely used to provide functionality that allows companies to build and maintain relationships with their customers.The information stored by web applications is often confidential and, if obtained by malicious attackers, its exposure could result in substantial losses for both consumers and companies. (Mate Vibhakti, 2014). There are a lot of technique that commonly use by the attackers such as SQL Injection, Cross Site Scripting, Brute Force, Worm, deface, etc to intrude web application. By using methods which are specifically aimed at exploiting potential weak spots in the web applications, the attackers were not easily detected by the System with sufficient accuracy.
SQL Injection and Cross Site Scripting (XSS) are attacks that aiming web application database vulnerabilities. These two kind of attacks allow the malicious attackers to manipulate web server database that can cause various data lost, information thieving, and inconsistent of data. Commonly administrator using a secondary database to backup data or information from main database. When there was an attack, the administrator will retrieve the database by recovery it using the backup one. But this kind of plan can’t preventing the data lost or information thieving. One of information thieving damage example is the attackers can get the username and password from database, and using it for login to the website as an administrator. It will giving the attackers the privillage of administartor to control the web application.
Open Web Application Security Project (OWASP) ModSecurity Core Rule Set (CRS) is a web application firewall that can help administrator securing the web servers. OWASP operate by blocking IP Address which try to breaking the security rule, monitoring network traffic, and preventing suspicious network requesting from outside. ModSecurity works by gathers malicious payloads from various web sources and consolidates them into a blacklist. ModSecurity rules then use a fast pattern matching algorithm to inspect outbound html for signs of this malicious code. ModSecurity can then alert/block/clean the malicious code to prevent infecting web application.
OWASP ModSecurity Core Rule Set is a solution for covering web application vulnerabilities and securing web application or website from malicious attacks that could result in substantial losses for counsumers and companies. OWASP ModSecurity Core Rule Set also will be implemented to Politeknik Caltex Riau web application especially for academic and student sites.
[bookmark: _Toc497678626]Statement of the Problem
Based on the background of the problem, the problem statement of this final project are:
1. How to prevent SQL Injection and Cross Site Scripting attack using OWASP ModSecurity Web Application Firewall.
1. How to implement OWASP ModSecurity Web Application Firewall to Politeknik Caltex Riau web application.
[bookmark: _Toc497678627]Scope of the Problem
[bookmark: _Toc453870439]Scope of the problem for this final project are:
1. This research only limit in web server or web application scope.
2. Politeknik Caltex Riau web application that will be target for SQL Injection and Cross Site Scripting testing are akademik.pcr.ac.id and mahasiswa.pcr.ac.id. 
3. OWASP ModSecurity Core Rule Set will be used as Web Application Firewall in this research.
4. OWASP ModSecurity Core Rule Set will be implemented on Politeknik Caltex Riau Cpanel.
5. Attack Application that will be used for attack testing are SQLmap, BeEF and XSSer in differences Operating System such as: Kali Linux OS, BackBox OS, Parrot OS. 
[bookmark: _Toc497678628]Objectives
[bookmark: _Toc453870440]Objectives of this final project are:
1. Securing web server from SQL Injection and Cross Site Scripting attacks by using OWASP ModSecurity Core Rule Set as Web Application Firewall.
1. As a guide in implementing OWASP ModSecurity Core Rule Set as Web Application Firewall in web server.
[bookmark: _Toc497678629]Contributions
Contributions of this final project are:
1. OWASP ModSecurity Core Rule Set can secure Politeknik Caltex Riau web server from SQL Injection and Cross Site Scripting.
1. Administrator can get information whenever there was a path or vulnerable in the web server. 
[bookmark: _Toc497678630]Research Method
0. Literature Review
The collection of references in this research come from the journals, books, e-books, and articles which have correlation with this final project topic.
0. Library Study
The collection of references in this research come from the final project reports and papers which have correlation with this final project topic.
1. Implementation
OWASP ModSecurity Web Application Firewall will be implemented and configure on Politeknik Caltex Riau web application server Cpanel.
1. Testing
Testing activities will be done after web application firewall already been implemented on web application server by trying some several vulnerabilities testing.
1. Analyze and Conclusion
Analyzing and taking conclusion of the testing activities results.

[bookmark: _Toc497678631]Organization of the Writing
The organization in this final project report consists of four chapters which are divided into sub-chapters. Subject matter of each chapter are broadly explained as follows: 
CHAPTER I INTRODUCTION
[bookmark: _Toc403682679]In this chapter outlines background of the problem, problem statement, scope of the problem, objective and contribution of the research, organization of the writing and research method.
CHAPTER II LITERATURE REVIEW
[bookmark: _Toc403682680]This chapter briefly discusses previous research and literature that relevants with this research..
CHAPTER III RESEARCH DESIGN
[bookmark: _Toc403682681]This chapter includes topology, hardware specification and testing method that will be used in this final project.
CHAPTER IV TESTING AND ANALYZING
Bab ini berisi hasil proyek akhir, data pengujian beserta analisis.
	CHAPTER V CONCLUSION
	Bab ini berisikan kesimpulan dan saran dari proyek akhir.  

[bookmark: _Toc497678632]CHAPTER II
LITERATURE REVIEW
1. [bookmark: _Toc398448078][bookmark: _Toc398448164][bookmark: _Toc398451744][bookmark: _Toc398453884][bookmark: _Toc398454778][bookmark: _Toc398617014][bookmark: _Toc398621834][bookmark: _Toc398638523][bookmark: _Toc398638557][bookmark: _Toc398722552][bookmark: _Toc398722637][bookmark: _Toc398732879][bookmark: _Toc416935218][bookmark: _Toc416935311][bookmark: _Toc416935530][bookmark: _Toc416935587][bookmark: _Toc416942305][bookmark: _Toc416942924][bookmark: _Toc420642460][bookmark: _Toc420643980][bookmark: _Toc420650241][bookmark: _Toc420650287][bookmark: _Toc420650462][bookmark: _Toc453314205][bookmark: _Toc453437695][bookmark: _Toc453445489][bookmark: _Toc453447560][bookmark: _Toc453870092][bookmark: _Toc453870442][bookmark: _Toc457253225][bookmark: _Toc457253370][bookmark: _Toc457365988][bookmark: _Toc457866908][bookmark: _Toc460793086][bookmark: _Toc460793152][bookmark: _Toc460793432][bookmark: _Toc460869461][bookmark: _Toc475755518][bookmark: _Toc475757279][bookmark: _Toc476613945][bookmark: _Toc479207766][bookmark: _Toc479236721][bookmark: _Toc479598064][bookmark: _Toc495268171][bookmark: _Toc495443864][bookmark: _Toc496286354][bookmark: _Toc497678633]
1. [bookmark: _Toc398448079][bookmark: _Toc398448165][bookmark: _Toc398451745][bookmark: _Toc398453885][bookmark: _Toc398454779][bookmark: _Toc398617015][bookmark: _Toc398621835][bookmark: _Toc398638524][bookmark: _Toc398638558][bookmark: _Toc398722553][bookmark: _Toc398722638][bookmark: _Toc398732880][bookmark: _Toc416935219][bookmark: _Toc416935312][bookmark: _Toc416935531][bookmark: _Toc416935588][bookmark: _Toc416942306][bookmark: _Toc416942925][bookmark: _Toc420642461][bookmark: _Toc420643981][bookmark: _Toc420650242][bookmark: _Toc420650288][bookmark: _Toc420650463][bookmark: _Toc453314206][bookmark: _Toc453437696][bookmark: _Toc453445490][bookmark: _Toc453447561][bookmark: _Toc453870093][bookmark: _Toc453870443][bookmark: _Toc457253226][bookmark: _Toc457253371][bookmark: _Toc457365989][bookmark: _Toc457866909][bookmark: _Toc460793087][bookmark: _Toc460793153][bookmark: _Toc460793433][bookmark: _Toc460869462][bookmark: _Toc475755519][bookmark: _Toc475757280][bookmark: _Toc476613946][bookmark: _Toc479207767][bookmark: _Toc479236722][bookmark: _Toc479598065][bookmark: _Toc495268172][bookmark: _Toc495443865][bookmark: _Toc496286355][bookmark: _Toc497678634]
1. [bookmark: _Toc497678635]Review of Related Research
[bookmark: _Toc484650933][bookmark: _Toc483519447][bookmark: _Toc482920532][bookmark: _Toc482036022][bookmark: _Toc482035923][bookmark: _Toc481532839][bookmark: _Toc479703145][bookmark: _Toc495268174][bookmark: _Toc495443867][bookmark: _Toc496286357][bookmark: _Toc497678636]One of related research is proposed by Rudi Rinaldi et.al (2011) entitled “Membangun Server yang Tahan Terhadap Serangan Brute Force Menggunakan Fail2ban pada Debian 2.0 Squeeze”. This research used Fail2ban and Denyhost as a firewall to protect SSH Server which was installed on Debian 2.0 Squeeze. The reasearch compare Fail2ban method and DenyHost method when protecting SSH Server from malicious Brute Force Attack. In addition, these methods also can blocking attackers IP Address which trying to brute force server.
[bookmark: _Toc484650934][bookmark: _Toc483519449][bookmark: _Toc482920534][bookmark: _Toc482036024][bookmark: _Toc482035925][bookmark: _Toc481532841][bookmark: _Toc495268175][bookmark: _Toc495443868][bookmark: _Toc496286358][bookmark: _Toc497678637]Other related research is proposed by Feri Setiyawan et.al (2014) entitled “Implementasi Firewall Aplikasi Web untuk Mencegah SQL Injection Menggunakan Naxsi”. This is the similiar research which also preventing SQL Injection for web server. But this research is using NAXSI Firewall which specified use only for Nginx Operating System Web Server. The results of this research is showing that NAXSI successfully in protecting nginx web server but giving impact on server performance.
[bookmark: _Toc483519448][bookmark: _Toc482920533][bookmark: _Toc482036023][bookmark: _Toc482035924][bookmark: _Toc481532840][bookmark: _Toc479703146][bookmark: _Toc484650935][bookmark: _Toc495268176][bookmark: _Toc495443869][bookmark: _Toc496286359][bookmark: _Toc497678638]Further related research is proposed by Yulianingsih et.al (2017) entitled “Melindungi Aplikasi dari Serangan Cross Site Scripting (XSS) dengan Metode Metacharacter”. This research is using metacharacter script which especially use to change special character in PHP into HTML formatting. The results of this research prove that by using Metacharacter method can prevent Cross Site Scripting attacks.
[bookmark: _Toc484650936][bookmark: _Toc483519450][bookmark: _Toc482920535][bookmark: _Toc482036025][bookmark: _Toc482035926][bookmark: _Toc481532842][bookmark: _Toc479703147][bookmark: _Toc495268177][bookmark: _Toc495443870][bookmark: _Toc496286360][bookmark: _Toc497678639]This research proposes “SQLInjection and Cross Site Scripting (XSS) Prevention Using OWASP Web Application Firewall. ( Case Study : Politeknik Caltex Riau ) ”. OWASP Web Application Firewall will be implemented in Politeknik Caltex Riau Web Server Cpanel. When there was a SQL Injection attack or Cross Site Scripting (XSS), OWASP will counter it and reject the attacker’s request.
[bookmark: _Toc484650937][bookmark: _Toc483519451][bookmark: _Toc482920536][bookmark: _Toc482036026][bookmark: _Toc482035927][bookmark: _Toc481532843][bookmark: _Toc479703148]Furthermore, Table 2.1 will show the researches comparison between last related researches and proposed research
Table 2.1 Research Comparison
	Description
	Technology or Firewall
	Attack’s Name
	Attack’s Target
	Result

	Rudi Rinaldi et.al (2011)
	Fail2ban & DenyHost
	Brute Force
	SSH server
	Fail2ban and DenyHost that installed in Firewall Machine can preventing malicious request from attackers and filter it before passing to SSH Server

	Feri Setiyawan et.al (2014)
	Naxsi Web Application Firewall
	SQL Injection
	Nginx Web Server
	Naxsi Firewall successfully in protecting nginx web server but giving impact on server performance

	Yulianingsih et.al (2017)
	Metacharacter method
	Cross Site Scripting
	Web Server that build using PHP Coding
	Metacharacter method can prevent Cross Site Scripting attacks.


	Proposed Research
	OWASP ModSecurity Core Rule Set
	SQL Injection and Cross Site Scripting (XSS)
	Web Server
	OWASP ModSecurity Core Rule Set as Web Application Firewall will secure web application from SQL Injection and Cross Site Scripting by malicious attackers


1. [bookmark: _Toc497678640]Related Literature
[bookmark: _Toc497678641][bookmark: _Toc453870446]Web Application
A web application builds on, or extends, a web system to add business functionality. In its simplest terms, a web application is a web system that allows its users to execute business logic with a web browser. For the purpose of this research, a web application is a web site where user input (navigation through the site and data entry) affects the state of the business (access logs, hit counters, and database). Commonly, web applications is a intermediate media between a client and database. When a client is requesting data from database, the request will first pass through internet to Web Server, Web Server then checking the request then pass it too application server. Application server will interact with database to gain the data as the client request. After that, the data will be pass back to web server then send it back to client in response of the request. Figure 2.1 will show the demonstration of data flow from client requesting until the client get the response.




Figure 2.1 Demonstrate of data requesting and response by Client



[bookmark: _Toc497678642]Cross Site Scripting
[bookmark: _Toc484650941][bookmark: _Toc483519455][bookmark: _Toc482920540][bookmark: _Toc482036030][bookmark: _Toc482035931][bookmark: _Toc495268181][bookmark: _Toc495443874][bookmark: _Toc496286364][bookmark: _Toc497678643]Cross-site scripting (XSS) occurs when dynamically generated web pages display input that is not properly validated. This allows an attacker to embed malicious JavaScript code or script into the generated page and execute the script on the machine of any user that views that site. Cross-site scripting could potentially impact any site that allows users to enter data. This vulnerability is commonly seen on:
0. [bookmark: _Toc484650942][bookmark: _Toc483519456][bookmark: _Toc482920541][bookmark: _Toc482036031][bookmark: _Toc482035932][bookmark: _Toc495268182][bookmark: _Toc495443875][bookmark: _Toc496286365][bookmark: _Toc497678644]Search engines that echo the search keyword that was entered 
0. [bookmark: _Toc484650943][bookmark: _Toc483519457][bookmark: _Toc482920542][bookmark: _Toc482036032][bookmark: _Toc482035933][bookmark: _Toc495268183][bookmark: _Toc495443876][bookmark: _Toc496286366][bookmark: _Toc497678645]Error messages that echo the string that contained the error 
0. [bookmark: _Toc484650944][bookmark: _Toc483519458][bookmark: _Toc482920543][bookmark: _Toc482036033][bookmark: _Toc482035934][bookmark: _Toc495268184][bookmark: _Toc495443877][bookmark: _Toc496286367][bookmark: _Toc497678646]Forms that are filled out where values are later presented to the user 
0. [bookmark: _Toc484650945][bookmark: _Toc483519459][bookmark: _Toc482920544][bookmark: _Toc482036034][bookmark: _Toc482035935][bookmark: _Toc495268185][bookmark: _Toc495443878][bookmark: _Toc496286368][bookmark: _Toc497678647]Web message boards that allow users to post their own messages. 
[bookmark: _Toc484650946][bookmark: _Toc483519460][bookmark: _Toc482920545][bookmark: _Toc482036035][bookmark: _Toc482035936][bookmark: _Toc495268186][bookmark: _Toc495443879][bookmark: _Toc496286369][bookmark: _Toc497678648]An attacker who uses cross-site scripting successfully might compromise confidential information, manipulate or steal cookies, creating requests that can be mistaken for those of a valid user, or execute malicious code on the end-user systems. 
[bookmark: _Toc482920546][bookmark: _Toc482036036][bookmark: _Toc482035937][bookmark: _Toc483519461][bookmark: _Toc484650947][bookmark: _Toc495268187][bookmark: _Toc495443880][bookmark: _Toc496286370][bookmark: _Toc497678649][bookmark: _Toc482920548][bookmark: _Toc482036038][bookmark: _Toc482035939][bookmark: _Toc483519463]Since cross-site scripting attacks are closely related to the web server package and the user’s web browser, a brief overview of HTML and HTTP will be useful before discussing the mechanics of specific cross-site scripting examples. (Spett, 2005).
[bookmark: _Toc484650948][bookmark: _Toc495268188][bookmark: _Toc495443881][bookmark: _Toc496286371][bookmark: _Toc497678650]The executable code of XSS is normally written in popular scripting and programming languages like JavaScript, vbscript, php etc. The pseudo code and the figure 2.2 show little demonstration of an XSS attack (Shah Junaid Latief, 2014).
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[bookmark: _Toc495268190][bookmark: _Toc495443883][bookmark: _Toc496286373][bookmark: _Toc497678652]Figure 2.2 Operation of XSS


[bookmark: _Toc497678653]SQL Injection
SQL Injection is a vulnerability that results when you give an attacker the ability to influence the Structured Query Language (SQL) queries that an application passes to a back-end database. By being able to influence what is passed to the database, the attacker can leverage the syntax and capabilities of SQL itself, as well as the power and flexibility of supporting database functionality and operating system functionality available to the database. Any code that accepts input from an untrusted source and then uses that input to form dynamic SQL statements could be vulnerable.
These are the classification of SQL injection types according to Halfond, Viegas and Orso researches (Justin, 2009) .
1. Tautology
This attack bypasses the authentication and access data through vulnerable input field using “where” clause by injecting SQL tokens into conditional query statements which always evaluates to true. 
1. Logically incorrect queries
The error message sent from database on being sending wrong SQL query may contain some useful debugging information. This could help in finding parameters which are vulnerable in the web application and hence in the database of the application. 

1. Union queries 
The “Union” keyword in SQL can be used to get information about other tables in the database. And if used properly this can be exploited by attacker to get valuable data about a user from the database
1. Piggy-backed Querie
This is the kind of attack where an attacker appends “;” and a query which can be executed on the database. It could be one of the very dangerous attacks on database which could damage or may completely destroy a table. If this attack is successful then there could be huge loss of data. 
1. Stored Procedure
It is an abstraction layer on top of database and depending on the kind of stored procedure there are different ways to attack. The vulnerability here is same as in web applications. Moreover all the types of SQL injection applicable for a web application are also going to work here.
1. Blind Injection
It’s difficult for an attacker to get information about a database when developers hide the error message coming from the database and send a user to a generic error displaying page. It’s at this point when an attacker can send a set of true/false questions to steal data.
1. Timing Attacks
In this kind of attack timing delays are observed in response from a database which helps to gather information from a database. SQL engine is caused to execute a long running query or a time delay statement with the help of if-then statement which depends on the logic that has been injected. It is possible to determine whether injected statement was true or false depending on how much time condition is true this code is injected to produce response delay in time.
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Figure 2.3 How SQL Injection Work

Some impact if attackers are success injecting SQL to web servers:
· An attacker can use SQL Injection to bypass authentication or even impersonate specific users.
· An SQL Injection vulnerability could allow the complete disclosure of data residing on a database server.
· An attacker could use SQL Injection to alter data stored in a database. Altering data affects data integrity and could cause repudiation issues.
· An attacker could use an SQL Injection vulnerability to delete data from a database. Even if an appropriate backup strategy is employed, deletion of data could affect an application’s availability until the database is restored.
· An attacker could use SQL Injection as the initial vector in an attack of an internal network that sits behind a firewall.

[bookmark: _Toc497678654]Differences between SQL Injection and Cross Site Scripting
Basically, both of it are aiming web application which has a form field which can be input by the user. But, SQL Injection is an attack which only trying to aiming web application database by injecting SQL query (database language query). In otherside, Cross Site Scripting is an attack which aiming user PC whose visit the site / page that already set up by the attackers, Cross Site Scripting specifically injecting some script such as javascript which will redirecting page into Hook Page ( page that is a trap set by attacker ).
Example of SQL Injection query:
· Select * from table user ;
· Drop table user;

Example of Cross Site Scripting script:
· <script>document.location’http://www.XSShookpage.com’ </script>
· <script>alert(‘document.cookie’)</script>

For more detail, I will show it in the two figure about the architecture of SQL Injection (Figure 2.4 SQL Injection Architecture) and Cross Site Scripting (Figure 2.5 Cross Site Scripting Architecture)
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Figure 2.4 SQL Injection Architecture


Figure 2.4 show that the attacker by injecting SQL Query, the attacker can request all information directly into database.
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Figure 2.5 Cross Site Scripting Architecture



Figure 2.5 show that the attacker at first insert a hook page into web application page and then whenever there was an user visit that page, it will redirect into attacker page that make the attackers gains control over users data or system via injected exploit.
[bookmark: _Toc497678655]Web Application Firewall
To prevent malicious attacks, there are network appliances that are added to the computer network such as Intrusion Prevention System (IPS) and Intrusion Detection System (IDS). Both IPS and IDS help monitor the network but are only limited to detecting and notifying administrators about the abnormal network behavior and can still succumb to complex attacks or attacks that may not have been recognized by the system. IPS checks the signature of the attacks and must rely on patterns to determine if there is an attack. IPS do not have the ability to understand web application protocol logic and also cannot fully distinguish if a request is normal or malformed at the application layer. When IPS interrogate traffic against signatures and anomalies, WAF interrogate the behavior of logic of what is request and returned.
Firewalls are the first line of defense for web servers and by extension the rest of the network. Firewalls allow connections to pass through by following rules managed by network administrators. However, these rules are inadequate as time passes because it is difficult to distinguish whether a packet pattern is malicious or not, thus some legitimate connections are blocked, and some illegitimate connections are permitted. To better protect the network, the state-full packet inspection (SPI) firewall was developed. A SPI firewall checks the header and footer of a packet ensuring that it belongs to a valid session, but it does not check the data inside the packet. Which may still contain malicious content. Finally, a third generation of firewall known as Application Firewalls was developed, which checks not only the header and footer part of the packet but also the data portion. Based upon on the content of the packet the firewall now decides on whether to allow the packet or reject it and controls what type of traffic can be passed to the application layer of network service. 
The web application firewall is a type of firewall that checks the data level of the packets to protect the application layer of the OSI model. By checking the data portion of the packets, more detailed information is revealed which is referred to as the granularity of a packet. For example, inside the HTTP header there would be http requests and inside http request would be user agents, cookies and more. Now being able to see this information, a more informed decision is now made in regards to the security controls for specific packets passed to the application.
The protection models used by existing web application firewalls are pertaining to traffic control. The inclusion of an access control on web application entities such as pages and files provide additional security. Examples of access control models are Role-based Access Control (RBAC) and Mandatory Access Control (MAC). RBAC model which is an access control technique where administrators can specify privileges and roles to provide access. This could be used to protect that web application from traffic flood from illegitimate users. MAC on the other hand provides control over file access. Access can be granted on a particular file based on the particular permission set.
The Web Application Firewall is installed as a running service in the web server or system it needs to protect, particularly the application layer level. Its main purpose is to check all incoming HTTP traffic, then accepts and drops the incoming HTTP traffic according to the rules that was set by the network administrator. The administrator through a text editor configures the rule-sets of the Web Application Firewall. A manual is provided for the syntax and format of the rules. The structure of the rules has the keywords “allow” or “reject” as its basis for the decision, followed by the different options of HTTP request headers and the value which the administrator wants to be checked in the payload. (Endraca, King, Nodalo, Maria, & Sabas, 2013). Figure 2.4 below will show the position of Firewall and Web Application Firewall.
[image: Image result for web application with firewall and without]
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[bookmark: _Toc495268193][bookmark: _Toc495443886][bookmark: _Toc496286376][bookmark: _Toc497678656]Figure 2.6 Web Application Firewall Architecture

[bookmark: _Toc497678657]OWASP ModSecurity Core Rule Set
Open Web Application Security Project or OWASP ModSecurity Core Rule Set (CRS) is a set of generic attack detection rules for use with ModSecurity or compatible web application firewalls. The CRS aims to protect web applications from a wide range of attacks, including the OWASP Top Ten, with a minimum of false alerts. (Curphey & Groves, 2006).

[bookmark: _Toc497678658]Attack Application
In this research, there will be needed some attack applications for testing ModSecurity in securing web Server from SQL Injection and Cross Site Scripting attacks. Those attack applications will be tested from 3 differences Operating System:
1. Kali Linux Operating System
Kali Linux is an open source project that is maintained and funded by Offensive Security, a provider of world-class information security training and penetration testing services. (Kali.org) 
2. BackBox Operating System
BackBox is a penetration test and security assessment oriented Ubuntu-based Linux distribution providing a network and informatic systems analysis toolkit. BackBox desktop environment includes a complete set of tools required for ethical hacking and security testing. (Backbox.org) 
3. Parrot Operating System
Security GNU/Linux distribution designed with cloud pentesting and IoT security in mind.
It includes a full portable laboratory for security and digital forensics experts, but it also includes all you need to develop your own softwares or protect your privacy with anonymity and crypto tools. (Parrotsec.org)

	Those attack application are:
1. SQLMap
Sqlmap is an open source command-line automatic SQL injection tool that was released under the terms of the GNU GPLv2 license by Bernardo Damele A. G. and Daniele Bellucci. 
Sqlmap is a command line tool that can assist an attacker in finding vulnerable injection points. Once it detects one or more SQL injections on the target host, attacker can perform an extensive back-end DBMS fingerprint; retrieve the DBMS session user and database, enumerate users, password hashes, privileges, and databases; dump the entire DBMS table/columns or the user’s specific DBMS table/columns; run custom SQL statements; read arbitrary files, and more.
Sqlmap will automatically test all the provided GET/POST parameters, the HTTP cookies, and the HTTP User-Agent header values; alternatively, attacker can override this behavior and specify the parameters that need to be tested. (Justin, 2009)
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Figure 2.7 SQLmap Tools in Kali Linux


2. BeeF XSS Framework
BeEF (Browser Exploitation Framwork) is a browser-based exploit package that "hooks" one or more browsers as beachheads for launching attacks. A user can be hooked by accessing a customized URL and continue to see typical web traffic, while an attacker has access to the user's session. BeEF bypasses network security appliances and host–based, antivirus applications by targeting the vulnerabilities found in common browsers, such as Internet Explorer and Firefox.
BeEF hooks one or more web browsers as beachheads for the launching of directed command modules. Each browser is likely to be within a different security context, and each context may provide a set of unique attack vectors. The framework allows the penetration tester to select specific modules (in real-time) to target each browser, and therefore each context.
The framework contains numerous command modules that employ BeEF's simple and powerful API. This API is at the heart of the framework's effectiveness and efficiency. It abstracts complexity and facilitates quick development of custom modules. (Muniz Jospeh, 2013)
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Figure 2.8 BeEF XSS Framework Application View in Kali Linux



3. XSSer
Cross Site “Scripter” (aka X S Ser) is an open source penetration testing tool that automates the process of detecting, exploiting and reporting XSS vulnerabilities in web-based applications.
XSSer work by trying to inject Script to each line of the web server then return the result if the inject is success or fail. The Figure below will show the example of testing the vulnerable website for XSS Injections using XSSer. (Kali.org)
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Figure 2.9 How XSSer work


[image: XSS in action]











Figure 2.10 Testing vulnerable website using XSSer

[bookmark: _Toc497678659]Cpanel
Cpanel is a web hosting control software that can be accessed using any modern web browser. It is designed to make the complex task of managing hosting account easy. (Pedersen, 2006)
[bookmark: _Toc497678660]CloudLinux OS
CloudLinux OS is the leading platform for multitenancy. It improves server stability, density, and security by isolating each tenant and giving them allocated server resources. This creates an environment that feels more like a virtual server than a shared hosting account. By doing so, CloudLinux OS reduces operating costs and churn rates, and increases profitability.
CloudLinux OS is designed for shared hosting providers. It isolates each customer into a separate “Lightweight Virtualized Environment” (LVE), which partitions, allocates, and limits server resources, like memory, CPU, and connections, for each tenant. This ensures that tenants cannot jeopardize the stability of your servers, causing all sites to slow down or even come to a halt. CloudLinux OS also “cages” tenants from one another to avoid security breaches. This way, unstable scripts or malware are not able to sprawl across your customer sites, causing severe harm. (CloudLinux.com)
[bookmark: _Toc497678661]Simple Network Management Protocol
Simple Network Management Protocol (SNMP) is a protocol used to monitor and control networks from elsewhere (remote) (Syafrizal, 2005). There are several elements in SNMP such as:
1. Manager is the implementer and network management. This manager is an ordinary computer that resides on the network and operates software for network management. Manager will collect information from the agent in the form of information coming from the network requested by the administrator only. 
2. Manager Information Base (MIB) is a database structure that describes what data has been obtained and what data can be controlled. 
3. Agent is software that runs in every managed network element. Each agent has a local variable data abse that describes the state and the file of its activity and its effect on the operation. (Wardana, Novan & Handoko, 2009). 












[bookmark: _Toc497678662]CHAPTER III
RESEARCH DESIGN
Web application will be assemble using KVM virtualization that consists of three virtual machines with CentOS operating system. The first virtual machine will be built as DNS server, the second and the third virtual machines will be built as web server.There will be also 3 PC that connect to the server to use as an Attacker Computer with Kali Linux, Backbox and Parrot Operating System.
Cpanel WHM version 66 will be installed on both web server. OWASP ModSecurity CRS package will be installed on of them. OWASP ModSecurity rules that will be configured are:
1. Request-901-Initialization			
2. Request-905-Common-Exceptions		
3. Request-910-IP-Reputation			
4. Request-912-DOS-Protection		
5. Request-913-Scanner-Detection		
6. Request-920-Protocol-Enforcement		
7. Request-921-Protocol-Attack		
8. Request-930-Application-Attack-LFI	
9. Request-931-Application-Attack-RFI	
10. Request-933-Applicaton-Attack-PHP	
11. Request-941-Application-Attack-XSS
12. Request-942-Application-Attack-SQLI
13. Request-943-Application-Attack-Session
14. Request-949-Blocking-Evaluation
15. Response-950-Data-Leakages
16. Response-951-Data-Leakages-SQL
17. Response-952-Data-Leakages-Java
18. Response-953-Data-Leakages-PHP
19. Response-954-Data-Leakages-IIS
20. Response-980-Correlation
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[bookmark: _Toc497678664][bookmark: _Toc453870454]Network Topology
[image: ]Network Topology that will be built in this research can be seen in the Figure 3.1:




Figure 3.1 Network Topology

[bookmark: _Toc460569354]Base on Figure 3.1, there are two networks that been connected using a router. In the left network, there are 3 servers: DNS Server, Web Server without OWASP, and Web Server with OWASP, and in the right network are 3 computer that will be use as attacker computer. Detail information will be put in the Table 3.1:
[bookmark: _Toc482036155]Table 3.1 IP Address Table
	Device
	Interface
	IP Address
	Prefix Length
	Function

	Server
	Fa0
	Public IP
	/24
	Physic Server

	Node1
	Fa0
	Public IP
	/24
	DNS Server

	Node2
	Fa0
	Public IP
	/24
	Web Server without OWASP

	Node3
	Fa0
	Public IP
	/24
	Web Server with OWASP

	PC 1
	Fa0
	192.168.3.81
	/24
	Attacker 1

	PC 2
	Fa0
	192.168.3.82
	/24
	Attacker 2

	PC 3
	Fa0
	192.168.3.83
	/24
	Attacker 3

	Router 1
	Gig0/0
	Public IP
	/24
	Router to Switch

	
	Gig0/1
	192.168.3.1
	/24
	Router

	
	Gig0/2
	192.168.3.1
	/24
	Router

	
	Fa 0/2/0
	192.168.3.1
	/24
	Router


[bookmark: _Toc497678665]Hardware Specification
[bookmark: _Toc475755540][bookmark: _Toc475757301][bookmark: _Toc476613967][bookmark: _Toc479207788][bookmark: _Toc479236743][bookmark: _Toc479598087][bookmark: _Toc453617182][bookmark: _Toc453617399][bookmark: _Toc458459914]Detail information of the hardware that will be use in this Final Project:
1. Server
PC Server that will be use as Server with specification as Table 3.2:
[bookmark: _Toc482036156]Table 3.2 Server PC Specification
	Information
	Specification

	Processor
	Intel(R) Core(TM) i7-4790 CPU @ 3.60GHz (8 CPUs),~3.6GHz

	Hard Disk
	100 GB

	Memory
	8 GB

	IP Address
	Public



2. Node
Specification for the Node:
[bookmark: _Toc482036157]Table 3.3 Node Specification
	Information
	Specification

	Processor
	1 unit

	Hard Disk
	50 GB

	Memory
	2 GB

	Role
	Node1 = DNS Server,
Node2 = Web Server without OWASP,
Node3 = Web Server with OWASP



3. Attacker PC
Specification for Attacker PC:
[bookmark: _Toc482036158]Table 3.4 Attacker PC Specification
	Information
	Specification

	Processor
	Intel(R) Core(TM) i7-4790 CPU @ 3.60GHz (8 CPUs),~3.6GHz

	Hard Disk
	100 GB

	Memory
	2 GB

	Operating System Attacker 1
	Kali Linux OS

	Operating System Attacker 2
	Backbox OS

	Operating System Attacker 3
	Parrot OS
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III.1 [bookmark: _Toc475755543][bookmark: _Toc475757304][bookmark: _Toc476613970][bookmark: _Toc479207791][bookmark: _Toc479236746][bookmark: _Toc479598090][bookmark: _Toc495268206][bookmark: _Toc495443899][bookmark: _Toc496286389][bookmark: _Toc497678669]
III.2 [bookmark: _Toc475755544][bookmark: _Toc475757305][bookmark: _Toc476613971][bookmark: _Toc479207792][bookmark: _Toc479236747][bookmark: _Toc479598091][bookmark: _Toc495268207][bookmark: _Toc495443900][bookmark: _Toc496286390][bookmark: _Toc497678670]
[bookmark: _Toc497678671]Testing Method
[bookmark: _Toc482035953][bookmark: _Toc482036052][bookmark: _Toc482920564][bookmark: _Toc483519479][bookmark: _Toc484650964][bookmark: _Toc495268209][bookmark: _Toc495443902][bookmark: _Toc496286392][bookmark: _Toc497678672]There will be some testing method in this final project such as:
[bookmark: _Toc484650965][bookmark: _Toc497678673]SQL Injection 
This testing method will try to injecting SQL using 7 classification types of SQL Injection according to Halfond, Vegas, and Orso researched (Justin, 2009). This testing is use to checking the parse method of the web application, GET and POST, are they vulnerable to be do a SQL Injection. The Scenario will be one of those attackers will visit target website using browser, then testing 7 kinds of SQL Injection for checking vulnerable. This testing will be done in both web server (webserver with OWASP Web Application Firewall and webserver without OWASP Web Application Firewall).
[bookmark: _Toc484650966][bookmark: _Toc497678674]SQL Injection using SQLmap tool
Second testing method will be done by using SQLmap application in Kali Linux. SQLmap will scan and find vulnerable of the web server then inform it to the attacker, this testing will try to check if attackers can get information such as database name, table information and also SQL inject to the database. This testing method will be done thrice at differences Operating System (Kali Linux, Backbox and Parrot). Each of the Operating System will use SQLmap to penetrate the servers (Web Server with OWASP and Web Server without OWASP) for 10 times for each web server.
Response time, CPU Load, Disk Usage, Memory Usage, OWASP response and the result of SQL injection using SQLmap will be used for analysis.
[bookmark: _Toc484650967][bookmark: _Toc497678675]XSS ( Cross Site Scripting ) using BeEF Framework tool
Third testing method is Cross Site Scripting testing using BeEF Framework. Attacker will using BeEF for doing a penetration tester to assess the actual security posture of a target environment by using client-side attack vectors. If BeEF can successfully penetrating web server, it can inject a script that can get user information such as cookies, etc. This testing method will be done thrice at differences Operating System (Kali Linux, Backbox and Parrot). Each of the Operating System will use BeEF Framework to penetrate the servers (Web Server with OWASP and Web Server without OWASP) for 10 times for each web server.
Response time, CPU Load, Disk Usage, Memory Usage, OWASP response and the result of Cross Site Scripting using BeEF will be used for analysis.
[bookmark: _Toc484650968][bookmark: _Toc497678676]XSS ( Cross Site Scripting ) using XSSer
Fourth test will be use XSSer. This application will be scanning whole HTML or PHP coding that use to build a web server then try to inject a code to each line. The result of the scan is, XSSer will inform the number of success and fail injection. This testing method will be done thrice too at three Operating System (Kali Linux, Backbox and Parrot). XSSer will be used to penetrate the servers (Web Server with OWASP and Web Server without OWASP) for 10 times for each web server.
Response time, CPU Load, Disk Usage, Memory Usage, OWASP response and the result of Cross Site Scripting using XSSer will be used for analysis.
[bookmark: _Toc484650969][bookmark: _Toc497678677]Performance Testing
The last testing will be performance testing, this testing will be do for comparing the performance of the web server that already implementing OWASP with the one without OWASP. Some metric that will be use are:
1. Percentage of CPU Load, Disk Space, Memory and Network Statistic when service is on going.
2. Response time that need by the web server to responsing request from the client.
This testing will using SNMP tool that will be install in physic server with maximal 100 clients access or requesting in the same time and using PRTG Network Monitor to collecting the data from SNMP for analyze it specifics.
[bookmark: _Toc497678678]Analyze
After doing some testing at web servers. All the data that collected by PRTG Network Monitor will be analyze to make a conclusion of this research. Details of the research testing can be see at the table 3.5 and table 3.6:
Table 3.5 below will show the result of Web Server with OWASP response by kind of attacks. 
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Table 3.6 below will show the result of Web Server with OWASP response by kind of attacks. Table 3.6 Research Testing II
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Response Time, CPU Load, Disk Space and Memory Usage are use to analyze the performance of the server while implementing OWASP and without implementing OWASP. The Testing Result is for analyze are the response of OWASP when there was an attack by attackers before and after implementing OWASP. In the report, both of the table also will be presented in chart for analysis purpose.
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RESULT AND ANALYSIS
III [bookmark: _Toc398451750][bookmark: _Toc398453890][bookmark: _Toc398454785][bookmark: _Toc398617021][bookmark: _Toc398621841][bookmark: _Toc398638530][bookmark: _Toc398638564][bookmark: _Toc398722563][bookmark: _Toc398722648][bookmark: _Toc398732890][bookmark: _Toc416935226][bookmark: _Toc416935319][bookmark: _Toc416935538][bookmark: _Toc416935595][bookmark: _Toc416942313][bookmark: _Toc416942932][bookmark: _Toc420642468][bookmark: _Toc420643988][bookmark: _Toc420650249][bookmark: _Toc420650295][bookmark: _Toc420650470][bookmark: _Toc453314225][bookmark: _Toc453437715][bookmark: _Toc453445509][bookmark: _Toc453447580][bookmark: _Toc453870113][bookmark: _Toc453870463][bookmark: _Toc457253251][bookmark: _Toc457253396][bookmark: _Toc457366017][bookmark: _Toc457866937][bookmark: _Toc460793121][bookmark: _Toc460793187][bookmark: _Toc460793467][bookmark: _Toc460869496][bookmark: _Toc475755553][bookmark: _Toc475757314][bookmark: _Toc476613980][bookmark: _Toc479207802][bookmark: _Toc479236756][bookmark: _Toc479598101][bookmark: _Toc495268218][bookmark: _Toc495443911][bookmark: _Toc496286401][bookmark: _Toc497678681]
[bookmark: _Toc497678682]RESULT
WHM/Cpanel is a hosting application that been installed on a server. Physic Server was built using CentOS as the operating system and using KVM as virtualization. This server contain three virtual machines, which also using CentOS Operating System. The first virtual machine named centosTA is used to build DNS Server for naming the second and third virtual machines into a hierarchy of domains. Second virtual machine named web1 is used to installing WHM/CPanel hosting application with OWASP ModSecurity Web Application Firewall, the hostname of this server is web1.robinsonta.pcr.ac.id. Last virtual machine named web2 is used to installing WHM/CPanel hosting application without OWASP ModSecurity Web Application, the hostname of this server is web2.robinsonta.pcr.ac.id. 
Three of those virtual machines include physic server are applied IP Public to make sure the domain can be connect from outside. After the connection has been successed, a damn vulnerabilities web application will be use as the content of both sites on the second and third web server for testing the vulnerabilities of the sites. OWASP ModSecurity Web Application Firewall also been installed on web1 to secure web1.robinsonta.pcr.ac.id damn vulnerabilities web application.
[bookmark: _Toc497678683]Server Configuration
At first, Network configuration was done in the server physic for bridging physic server connection with virtual machines and also applying Public IP address for network connection. 
As shown below, at first there is three connections detected. Then, we have to set the em1 connection bridge with virbr0. After that, configure the Public IP Address at virbr0.
Figure 4.1 show the list of IP Address in Physic Server and Figure 4.2 show the config of em1 conneciton. Figure 4.3 show the config of the virbr0 connection.
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Figure 4.1 Physic Server IP Address
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Figure 4.2 em1 Connection File Configuration
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Figure 4.3 virbr0 Connection File Configuration


After physic server already been configured, the next step is installing KVM using virtualization to create 3 virtual machines as shown in the Figure 4.4:
[image: ]


	Figure 4.4 Kernel Virtual Machine List

[bookmark: _Toc497678684]DNS Server centosTA
On the first virtual machine has been done configuration in named.conf file that place at /etc folder. After that, file forward and reverse also been configured same as the content of named.conf file and stored at /var/named/ folder. After all of those configuration has been done, DNS Server can be run with the result as shown on the Figure 4.5. :
[image: ]



Figure 4.5 Nslookup to web server result


[bookmark: _Toc497678685]Web Server web1 and Web Server web2
Second and third virtual machine with name web1 and web2 will be use as web server to store and deliver web pages to clients. Cause of this research is using Cpanel/WHM, so web server only need to be installed cpanel/whm, for content of sites will be configure later using browser interface.
[image: ]Figure 4.6 Download and start Cpanel Installation

After we type the command as shown on the Figure 4.6, the installation of the Cpanel will be start and it will be take about 1 till 2 hours time, we need to wait after the installation finish as shown on the Figure 4.7 below.
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Figure 4.7 Cpanel Installation on Progress

After cpanel installation finish, we have to continue cpanel installation process in Graphic mode using browser from windows. To continue the configuration, we have to connect to port 2087 or whm. 
[bookmark: _Toc497678686]WHM Configuration
[image: ]Otherside, after finish the installation of whm, we have to create an account of our domain for login into Cpanel. First, login into whm then choose the Create an Account menu on Account Function as shown on the Figure 4.8






Figure 4.8 Create Account Menu in WHM

	Fill the domain information of first web server on the form as show on the Figure 4.9. The domain we use is web1.robinsonta.pcr.ac.id with user name web1.
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Figure 4.9 Account Information Form

We can check the account that we already created from the menu List Account in Account Information. Figure 4.10 below is the picture of account in first web server whm.
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Figure 4.10 List Account on web1 server

Repeat the configuration for second web server with the IP 103.19.208.238 on port 2087 / WHM. After that the list account of the second web server will be shown at the Figure 4.11 below:

[image: ]





Figure 4.11 List Account on web2 server


[bookmark: _Toc497678687]Cpanel Configuration
For Cpanel Configuration, we need to open the web server using IP then with the port 2083. The picture below will show the interface of CPanel port of web1 web server. Then we have to login using the account we created before as show at the Figure 4.12.
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Figure 4.12 Cpanel Login Form

Information of our web server will be shown in the right side of the home interface in Cpanel as show at the Figure 4.13 and 4.14 below.
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Figure 4.13 Cpanel User Index Interface on web1 server
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Figure 4.14 Cpanel User Index Interface on web1 server


[image: ]After that, we will use the DVWA as the content of the both server. On Cpanel, we choose File Manager then Upload the Damn Vulnerable Web Application as shown on the Figure 4.15.





Figure 4.15 web1 server File Manager Interface

[image: ]Then extract it and copy all of the files in DVWA-master folder to public_html folder as show in the Figure 4.16






Figure 4.16 web2 server File Manager Interface

[image: ][image: ]Now, both of the web server already for testing the vulnerable, we can access the web using domain such as web1.robinsonta.pcr.ac.id in web browser as Figure 4.17(i) and 4.17(ii) or by using IP address such as 103.19.208.237 as Figure 4.18(i) and 4.18(ii).

(ii)

(i)

Figure 4.17 (i) web1 access using IP (ii) web2 access using IP
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(ii)

(i)


Figure 4.18 (i) web1 access using domain (ii) web2 access using domain



[bookmark: _Toc497678688]OWASP ModSecurity Configuration
As the purpose of this research, now we would like to install a web application firewall on one of our web server (web1) or web1.robinsonta.pcr.ac.id.
First we need to login into our whm then choose ModSecurity™ Vendors on Security Center menu. Click on the installation button to install OWASP ModSecurity Core Rule Set V3.0. The OWASP ModSecurity Core Rule Set now already [image: ]installed on your Cpanel as show in the Figure 4.19.




Figure 4.19 OWASP ModSecurity™ Activation in WHM on web1 server


[image: ]For checking the hits list or traffic log of the web server, we can choose menu ModSecurity™ Tools in Security Center menu as show in the Figure 4.20.






Figure 4.20 OWASP ModSecurity™ Hit List on Tools menu

	Each number of the status above has its own definition which will be describe at the Table 4.1:
Table 4.1 Status Code Description
	Status Code
	Message
	Description

	200
	OK
	Response to a successful REST API action. The HTTP method can be GET, POST,PUT,PATCH or DELETE

	201
	Created
	The request has been fulfield and resource created. A URI for the created resource is returned in the Location Header

	202
	Accepted
	The request has been accepted for processing, but processing is not yet complete

	400
	Bad Request
	The request is malformed, such as message body format error

	401
	Unauthorized
	Wrong or no authentication ID/password provided

	403
	Forbidden
	It’s used when the authentication succeded but authenticated user doesn’t have permission to the request resource

	404
	Not Found
	When a non-existent resource is requested

	406
	Unacceptable
	The client presented a content type in the Accept header which is not supported by the server API

	405
	Method Not Allowed
	The error for an unexpected HTTP method. 

	413
	Payload too large
	Use it to signal that the request size exceeded the given limit e.g. regarding file uploads

	415
	Unsupported Media Type
	The requested content type is not supported by REST service

	429
	Too Many Requests
	The error is used when there may be DOS attack detected or the request is rejected due to rate limiting



For modify or add rule, we can choose menu Rules List. Rule List contains all of the rules that used to protect or secure our web server as show in the Figure 4.21.  We can modify it according to what we want.
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Figure 4.21 Rule List Configuration I

We can enable or disable OWASP rule in menu Config File on ModSecurity™ Vendor as show in the Figure 4.22.
[image: ] 




Figure 4.22 Rule List that provided by OWASP ModSecurity™ Tool


[bookmark: _Toc497678689]OWASP ModSecurity Rule Explanation
OWASP ModSecurity provided about 400 more rule to secure web application from malicious attacks. Among all of those attack, there is 49 Rules for SQL Injection Prevention and 35 Rules for Cross Site Scripting Prevention. For the rules that provided by OWASP ModSecurity, user only can choose to apply it or not but can’t modify the default rules. Rather than modify the default rule, Users are allow to make a new rule for own security condition.
[image: ]Figure 4.23 below will show one of the default SQL Injection rule provided by OWASP ModSecurity.




Figure 4.23 One of the default SQL Injection prevention Rules




	Rule in the figure 4.23, works by comparing any input by users, are the inputs match the Payloads Example that are write down in the Rule such as : admin’--, OR 1#, ‘or 1=1 -- -, etc. If there is an input that match the payload, the Rule will be active and prevent the request also displaying the information into Hit List.
[image: ]	Figure 4.24 below will show some of the Cross Site Scripting rule provided by OWASP ModSecurity.






Figure 4.24 Cross Site Scripting Prevention Rule provided by OWASP


Rule in the figure 4.26 works by filtering the Header or URL of the web application, whenever there was a character such as : /*<;[]?\$ , etc inside the URL bar, it will return giving alarm and prevent in to making request.
[image: ]Figure 4.25 will show the rule that add by the author for trying to counter Cross Site Scripting Stored type attack.Figure 4.25 Cross Site Scripting customization rule







Rule in the figure 4.25 was made for preventing Cross Site Scripting Stored Type attack. This rule only filtering input in the page /vulnerabilities/xss_s , whenever there was a input that contain < > () \ “’; character by user, the rule will active and giving alarm in the Hit List.
[bookmark: _Toc497678690]Testing and Analyze
[bookmark: _Toc497678691]SQL Injection
This testing method will try to injecting SQL using 7 classification types of SQL Injection according to Halfond, Vsegas, and Orso researched (Justin, 2009). This testing is use to checking the parse method of the web application, GET and POST, are they vulnerable to be do a SQL Injection. The Scenario will be one of those attackers will visit target website using browser, then testing 7 kinds of SQL Injection for checking vulnerable.
Tautology
This attack bypasses the authentication and access data through vulnerable input field using “where” clause by injecting SQL tokens into conditional query statements which always evaluates to true. 
[image: ]Query: a’ OR ‘1=1


Figure 4.26 Tautology Query

[image: ]Injection Result in OWASP web1 server will be show in the Figure 4.27:



Figure 4.27 Tautology result on OWASP web1 server

[image: ]Injection Result in NOOWASP web2 server will be show in the Figure 4.28:








Figure 4.28 Tautology result on NOOWASP web2 server


[image: ]OWASP ModSecurity Tool Hit Lists:




Figure 4.29 Tautology OWASP ModSecurity Tools Detection


Description:
Query a’ or ‘1=1 was failed to inject into web1 server form field which also returning a 403 forbidden page, but in otherside, this query success to return true statement when placed over web2 server form field which cause the database to print all of the id, first_name, last_name inside database.
Logically incorrect queries
The error message sent from database on being sending wrong SQL query may contain some useful debugging information. This could help in finding parameters which are vulnerable in the web application and hence in the database of the application. 
[image: ]Query: ‘ddd'"


Figure 4.30 Logically incorrect Query

[image: ]Injection Result in OWASP web1 server will be show in the Figure 4.31.

Figure 4.31 Logically Incorrect Queries result on OWASP web1 server


[image: ]Injection Result in NOOWASP web2 server will be show in the Figure 4.32.

Figure 4.32 Logically Incorrect Queries result on OWASP web1 server


[image: ]OWASP ModSecurity Tool Hit Lists:




Figure 4.33 OWASP ModSecurity Tools Logically Incorrect Query Injection Detection

Description:
Query ‘ddd’” which purpose to catch some useful debugging information of the database successfully inject to both of the web server. OWASP ModSecurity Tools failed to detect this attack cause of this action isn’t contain any harm SQL query that may cause data lost.
Union Queries
The “Union” keyword in SQL can be used to get information about other tables in the database. And if used properly this can be exploited by attacker to get valuable data about a user from the database
Query: 2' UNION SELECT password from users where user_id=1 - -"
[image: ]

Figure 4.34 Union Query


Injection Result in OWASP web1 server will be show in the Figure 4.35:
[image: ]


Figure 4.35 Union Query Result on OWASP web1 server


 Injection Result Result in No OWASP web2 server will be show in the Figure 4.36:

[image: ]



Figure 4.36 Union Query Result on NOOWASP web2 server

[image: ]OWASP ModSecurity Tool Hit Lists :





Figure 4.37 OWASP ModSecurity™ Tools Union Query Detection


Description:
Union Query was failed to inject into web1 server form field which also returning a 403 forbidden page, but in otherside, this query success to inject into database when placed over web2 server. Figure 4.35 has been shown that the result of the injection didn’t show the password, that caused by the php file of web2 server, only display id, first_name, and last_name. So there isn’t any variable to be fill and display the password that has been retrieved. 
Piggy-backed Queries
This is the kind of attack where an attacker appends “;” and a query which can be executed on the database. It could be one of the very dangerous attacks on database which could damage or may completely destroy a table. If this attack is successful then there could be huge loss of data. 
[image: ]Query: “’; drop table users - -”


Figure 4.38 Piggy-backed Query

[image: ]Injection Result in OWASP web1 server will be show in the Figure 4.39:


Figure 4.39 Piggy-backed Query result on OWASP web1 server


[image: ]Injection Result in NOOWASP web2 server will be show in the Figure 4.40:



Figure 4.40 Piggy-backed Query result on NOOWASP web2 server


[image: ]OWASP ModSecurity™ Tool Hit Lists :Figure 4.41 OWASP ModSecurity Tools Piggy-backed Query Detection







Description:
Piggy-backed Query was failed to inject into web1 server form field which also returning a 403 forbidden page, but this query also failed to inject into database when placed over web2 server. NOOWASP web2 server isn’t drop any table cause by that query. This probably cause by the version patching by MySql itself. MySql database that used by both of the servers is the current up to date version, which may cause some harm or aprosthrope sql already been patch by the company itself. 
Stored Procedure
It is an abstraction layer on top of database and depending on the kind of stored procedure there are different ways to attack. The vulnerability here is same as in web applications. Moreover all the types of SQL injection applicable for a web application are also going to work here.
[image: ]Query: ‘ ; SHUTDOWN; --



Figure 4.42 Stored Procedure Query

[image: ]Injection Result in OWASP web1 server will be show in the Figure 4.43 :



Figure 4.43 Stored Procedure Query result on OWASP web1 server



[image: ]Injection Result in NOOWASP web2 server will be show in the Figure 4.44 :





Figure 4.44 Stored Procedure Query result on NOOWASP web2 server


[image: ]OWASP ModSecurity™ Tool Hit Lists :Figure 4.45 OWASP ModSecurity™ Tools Stored Procedure Query Detection









Description :
The same problem with Stored Procedure Query Detection.This Query was failed to inject into web1 server form field which also returning a 403 forbidden page, but this query also failed to inject into database when placed over web2 server. NOOWASP web2 server isn’t drop any table cause by that query. This probably cause by the version patching by MySql itself. MySql database that used by both of the servers is the current up to date version, which may cause some harm or aprosthrope sql already been patch by the company itself. 
Blind Injection
It’s difficult for an attacker to get information about a database when developers hide the error message coming from the database and send a user to a generic error displaying page. It’s at this point when an attacker can send a set of true/false questions to steal data.
Query: legalUser’ and 1=1 - -“
[image: ]

Figure 4.46 Blind Injection Query

[image: ]Injection Result in OWASP web1 server will be show in the Figure 4.47:



Figure 4.47 Blind Injection Query result on OWASP web1 server

[image: ]Injection Result in NOOWASP web2 server will be show in the Figure 4.48:




Figure 4.48 Blind Injection Query result on NOOWASP web2 server


[image: ]OWASP ModSecurity™ Tool Hit Lists:




Figure 4.49 OWASP ModSecurity Tools Blind Injection Query Detection


Description:
Stored Procedure Query Detection Query was failed to inject into both web server. OWASP web1 server returning a 403 forbidden page. NOOWASP web2 server also only return missing ID from database. This probably cause by the version patching by MySql itself. MySql database that used by both of the servers is the current up to date version, which may cause some harm or aprosthrope sql already been patch by the company itself. 
Timing Attacks
In this kind of attack timing delays are observed in response from a database which helps to gather information from a database. SQL engine is caused to execute a long running query or a time delay statement with the help of if-then statement which depends on the logic that has been injected. It is possible to determine whether injected statement was true or false depending on how much time condition is true this code is injected to produce response delay in time.

[image: ]Query: legalUser’ ASCII (SUBSTRING((select top 1 name from sysobjects),1,1)) > X WAITFOR 5 –


Figure 4.50 Timing Attack Query

[image: ]	Injection Result in OWASP web1 server will be show in the Figure 4.51.



Figure 4.51 Timing Attack result on OWASP web1 server


[image: ]Injection Result in NOOWASP web2 server will be show in the Figure 4.52:





Figure 4.52 Timing Attack result on NOOWASP web2 server


[image: ]OWASP ModSecurity™ Tool Hit Lists:





Figure 4.53 OWASP ModSecurity Tool Timing Attack Detection


Description:
Timing Attack Query was failed to inject into web1 server form field which also returning a 403 forbidden page, but this query also failed to inject into database when placed over web2 server. NOOWASP web2 server isn’t show any information in return. This probably cause by the version patching by MySql itself. MySql database that used by both of the servers is the current up to date version, which may cause some harm or aprosthrope sql already been patch by the company itself. 
15 times 7 kind SQL Injection
7 kind of SQL Injection as the point IV.2.1.7 was also done 15 times in 3 difference OS (Kali Linux OS 5 times, Back Box OS 5 times, and Parrot OS 5 times). The result of the Testing will be show in the Table 4.2 and 4.3.
Table 4.2 15 times SQL Injection result on OWASP web server.
	SQL Injection type
	Testing Variabel

	
	HTTP Response
	CPU Load /5 Minutes
	Free Memory
	Free Disk

	Before Testing
	11 Msec
	0,056
	3% or 36 Mbyte
	2,398 Mbyte

	Tautology
	13 Msec
	0,048
	5% or 56 Mbyte
	2,396 Mbyte

	Logically
	13 Msec
	0,067
	6% or 59 Mbyte
	2,395 Mbyte

	Union Query
	12 Msec
	0,072
	7% or 67 Mbyte
	2,394 Mbyte

	Piggy Back
	12 Msec
	0,075
	7% or 69 Mbyte
	2,394 Mbyte

	Stored Procedure
	13 Msec
	0,078
	7% or 70 Mbyte
	2,393 Mbyte

	Blind Injection
	20 Msec
	0,081
	7% or 70 Mbyte
	2,393 Mbyte

	Timing Attacks
	13 Msec
	0,082
	7% or 69 Mbyte
	2,393 Mbyte


Analyzing from the result on table 4.2. SQL Injection didn’t affect too much the HTTP Response time, CPU Load, Free Memory and Free Disk on OWASP web server. As we can see from the HTTP response result showing the stable condition before and after attack, also other variable didn’t increasing or decreasing in a large number.
Table 4.3 15 times SQL Injection result on NOOWASP web server.
	SQL Injection type
	Testing Variabel

	
	HTTP Response
	CPU Load /5 Minutes
	Free Memory
	Free Disk

	Before Testing
	13 Msec
	0,7
	22% or 249 Mbyte
	2,173 Mbyte

	Tautology
	13 Msec
	0,68
	18% or 180 Mbyte
	2,169 Mbyte

	Logically
	14 Msec
	0,72
	16% or 147 Mbyte
	2,211 Mbyte

	Union Query
	13 Msec
	0,72
	14% or 123 Mbyte
	2,225 Mbyte

	Piggy Back
	13 Msec
	0,7
	12% or 121 Mbyte
	2,224 Mbyte

	Stored Procedure
	13 Msec
	0,68
	12% or 117 Mbyte
	2,225 Mbyte

	Blind Injection
	15 Msec
	0,74
	12% or 117 Mbyte
	2,225 Mbyte

	Timing Attacks
	13 Msec
	0,75
	11% or 109 Mbyte
	2,225 Mbyte


Analyzing from the result on table 4.3. SQL Injection also didn’t affect too much the HTTP Response time, CPU Load, Free Memory and Free Disk on NO OWASP web server. As we can see from the HTTP response result showing the stable condition before and after attack, also other variable didn’t increasing or decreasing in a large number.
[bookmark: _Toc497678692]SQL Injection using SQLmap Tool
Second testing method will be done by using SQLmap application in Kali Linux. SQLmap will scan and find vulnerable of the web server then inform it to the attacker, this testing will try to check if attackers can get information such as database name, table information and also SQL inject to the database. This testing method will be done thrice at differences Operating System (Kali Linux, Backbox and Parrot). Each of the Operating System will use SQLmap to penetrate the servers (Web Server with OWASP and Web Server without OWASP) for 10 times for each web server.
KaliLinux SQLmap
OWASP web1 server :
The result of SQLmap Exploitation using Kali Linux on OWASP web1 server will be show in the tables 4.4 and 4.5.
Table 4.4 SQLmap Expoitation on OWASP web1 server using Kali Linux OS
	SQLmap Expoitation on OWASP web1 server using Kali Linux OS

	
	Before
	After
	Description

	Result
	-
	Failed
	SQLmap detected WAF/IPS/IDS and stop to inject any query.

	Http Response
	Max 17 Msec
	Max 21 Msec
	4 miliseconds more than average before. But cause of the time is in milliseconds, seems like it didn’t affect to much to the web server.

	CPU Load
	0,2 – 0,4
	Max 1,71
	5 times bigger than normal but the coverage still 100%, so its didn’t make affect for the server at all.

	Memory Free
	Min AVG 19%
	Min AVG 7%
	Available memory was descreasing during exploitation but become normal after the exploitation finished. I doesn’t affect too much when there is only one attack, but may cause out of available memory when there was a lot of attack in the same times.

	Free Disk
	Total available memory 7.3 Mb
	Total available memory 6.8 Mb
	Decrease a little but didn’t affected too much if there is only one SQLmap exploitation in time.

	OWASP Hit List
	
	800+ logs
	-


Table 4.5 SQLmap Expoitation on NOOWASP web2 server using Kali Linux OS
	SQLmap Expoitation on NOOWASP web2 server using KaliLinux OS

	
	Before
	After
	Description

	Result
	-
	Successed
	SQLmap successed to been injected and got username and password in the result.

	Http Response
	39 Msec
	42 Msec
	Three miliseconds more than average before. But cause of the time is in milliseconds, seems like it didn’t affect to much to the web server.

	CPU Load
	0,05 – 0,06
	0,49
	9 times bigger than normal but still can be coverage by the web server.

	Memory Free
	42%
	5%
	Memory Load was up and down during the injection moments. It became normal after the exploitation already finish. Its can be concluded that if there is a lot of exploitations done in the same time, the web server isn’t only risk the data lost, it will be also possibly cause memory flooding that can make the server down for seconds.

	Free Disk
	Total 90% Free
	Total 65 % Free
	This may be cause by the attacks log that use the disk of the web server


Further information will be show in the Kali Linux OS SQLmap Tools exploitation attachment page point A on page A-1 ‘ Kali Linux SQLmap Tools Exploitation ‘ .
Backbox SQLmap
The same SQLmap tools expoitation also done using Backbos OS. The result of this testing will be show in the tables 4.6 and 4.7:
Table 4.6 SQLmap Expoitation on OWASP web1 server using BackBOX OS
	SQLmap Expoitation on OWASP web1 server using BackBOX OS

	
	Before
	After
	Description

	Result
	-
	Failed
	SQLmap detected WAF/IPS/IDS but still trying to inject dozen of querys for break the protection but failed.

	Http Response
	1,012 Msec
	831-1,023 Msec
	Didn’t affect web1 server response time.

	CPU Load
	0.51
	1.56
	3 times bigger than normal but still in healthy condition without downtime.

	Memory Free
	262
	182
	During the exploitation time, memory usage was increasing.

	Free Disk
	7.388 Mb
	7.320 Mb
	Decrease a little but didn’t affected too much if there is only one SQLmap exploitation in time.

	OWASP Hit List
	
	660+ logs
	-



Table 4.7 SQLmap Expoitation on NOOWASP web2 server using BackBOX OS
	SQLmap Expoitation on NOOWASP web2 server using BackBOX OS

	
	Before
	After
	Description

	Result
	-
	Successed
	SQLmap successed to been injected and got username and password in the result.

	Http Response
	113 Msec
	292-1,043 Msec
	Average Response time was up to 1,043 Msec during exploitation but didn’t affect too much.

	CPU Load
	0.51
	1.56
	3 times bigger than normal but still in healthy condition without downtime.

	Memory Free
	401
	334
	During the exploitation time, available memory down to 334Mb.

	Free Disk
	6.379 Mb
	6.378 Mb
	Decrease a little but didn’t affected too much if there is only one SQLmap exploitation in time.


Further information will be show in the BackBox OS SQLmap Tools exploitation attachment page point B on page A-14 ‘ BackBox SQLmap Tools Exploitation ‘ .
Parrot SQLmap
The result of SQLmap exploitation using Parrot OS will be display in the tables 4.8 and 4.9:
Table 4.8 SQLmap Expoitation on OWASP web1 server using Parrot OS
	SQLmap Expoitation on OWASP web1 server using Parrot OS

	
	Before
	After
	Description

	Result
	-
	Failed
	SQLmap detected WAF/IPS/IDS but still trying to inject dozen of querys for break the protection but failed.

	Http Response
	13 Msec
	15-17 Msec
	Didn’t affect web1 server response time too significant.

	CPU Load
	2.1
	2.06
	Didn’t affect

	Memory Free
	234
	207
	During the exploitation time, memory usage was increasing.

	Free Disk
	7.200 Mb
	7.178 Mb
	Decrease a little but didn’t affected too much if there is only one SQLmap exploitation in time.

	OWASP Hit List
	
	700+ logs
	-



Table 4.9 SQLmap Expoitation on NOOWASP web2 server using Parrot OS
	SQLmap Expoitation on NOOWASP web2 server using Parrot OS

	
	Before
	After
	Description

	Result
	-
	Successed
	SQLmap successed to been injected and got username and password in the result.

	Http Response
	7 Msec
	21 Msec
	Didn’t affect too much.

	CPU Load
	0.4
	0.510
	0.1 Load bigger than before exploitation but downtime still in 0%.

	Memory Free
	300+
	170-300
	During the exploitation time, memory was unstable with the available memory increase and decreasing in a short time.

	Free Disk


	70%
	20%
	The Free Disk keep decreasing during exploitation time till 20% then back to normal when the exploitation was finished.


Further information will be show in the Parrot OS SQLmap Tools exploitation attachment page point C on page A-28 ‘ Parrot SQLmap Tools Exploitation ‘ .



Performance Comparison
After SQLmap has been done using three Operating System, the performance of both web server already been record using PRTG which will be shown and analyze below.
[image: ]HTTP Response:





Figure 4.54 Response time after 3 OS SQLmap exploitation on web1 server


[image: ]Figure 4.55 Response time after 3 OS SQLmap exploitation on web2server








Description:
Comparing those two graphs from Figure 4.54 and 4.55, on web1 server Response time, its maximal response time reach 21 msec during exploitation, when on web2 server response time only reach 9msec maximal response time. It is make the OWASP may take the responsibility when covering the web server, OWASP may cause a little time increase in response time.
[image: ]CPU Load Average:Figure 4.56 CPU Load after 3 OS SQLmap exploitation on web1 server









[image: ]Figure 4.57 CPU Load after 3 OS SQLmap exploitation on web2 server








Description:
The graphs from Figure 4.56 and 4.57 show that using OWASP will also cause the CPU Load average reach 1,9 in interval 5 minutes when the web2 server or without OWASP only reach 0.5 in interval 5 minutes.

[image: ]Memory Free:Figure 4.58 Free Memory after 3 OS SQLmap exploitation on web1 server









[image: ]Figure 4.59 Free Memory after 3 OS SQLmap exploitation on web2 server








Description:
The graphs from Figure 4.58 and 4.59 show that the OWASP web1 server ever reached 6% of available memory when NOOWASP web2 server only ever reached to 8%. That may be cause by the OWASP use a little bit more memory than the server without OWASP.


[image: ]Free Disk:Figure 4.60 Free Disk after 3 OS SQLmap exploitation on web1 server
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Figure 4.61 Free Disk after 3 OS SQLmap exploitation on web1 server


Description:
The graphs from Figure 4.60 and 4.61 show that on OWASP web1 server, the average free disk around 6.957Mb and on NOOWASP web2 server with the average around 6.375Mb. It show that using OWASP, the Free Disk was covered during SQLmap exploitation.


[image: ]All the result above will be show in the Figure 4.62 below in chart.Figure 4.62 Performance result in chart










Analyzing from the chart, almost all of the result didn’t have too much different only in Http Response which are 1.351 comparing to 18. But because its count in Msec, it didn’t affect too much at all.
[bookmark: _Toc497678693]XSS (Cross Site Scripting) using BeEF Framework tool
BeEF is a application which can be use for hooking a target PC using Cross Site Scripting Method. Its will be use for testing both web server that already built.
KaliLinux BeEF XSS
BeEF exploitation using Kali Linux OS for testing web1 and web2 server cross site scripting vulnerable was success. Both of the web servers are success to been injected a hook page which redirect the page into hook page. That cause the target PC can be control by the attacker. The detail of the BeEF exploitation using Kali Linux result will be attach in the attachment Page point D on page A-42 ‘ Kali Linux BeEF Tools Exploitation ‘ .
Backbox BeEF XSS
BeEF also been performed using Backbox OS for testing web1 and web2 server. The result was same with the test before. Both of the web server was vulnerable to be inject the cross site script. The detail of the testing will be attach in the Backbox BeEF testing attachment page point E on page A-47 ‘ Backbox BeEF Tools Exploitation ‘ .
Parrot BeEF XSS
[image: ]Parrot BeEF was failed to done BeEF testing. This OS didn’t support BeEF which caused by conflict between BeEf dependencies including the Ruby-RVM environment with Parrot Apache services. The detail of failed will be show in the figure 4.63:




Figure 4.63 BeEF failed to be installed on Parrot OS


Performance Comparison
In BeEF exploitation, it can’t be done performance tracking or comparison. BeEF was a cross site scripting which only make a redirect page without scanning. So, it didn’t affect any point of Http response, CPU Load, Memory Free and Disk Free.
[bookmark: _Toc497678694]XSS (Cross Site Scripting) using XSSer
The last testing method will be done by using XSSer application. XSSer will scan and inject hundred of Cross Site Scripting Query into site page. This testing method will be done thrice at differences Operating System. Each of the Operating System will use XSSer to exploit the servers (Web Server with OWASP and web server without OWASP) for 10 times for each web server.
Kali Linux XSSer XSS
OWASP web1 server:
The same XSSer tools exploitation also done using Parrot OS. The result of this testing will be show in the table 4.10 and 4.11:
Table 4.10 XSSer Expoitation on OWASP web1 server using Kali Linux OS
	XSSer Expoitation on OWASP web1 server using Kali Linux OS

	
	Before
	After
	Description

	Result
	-
	Failed
	XSSer failed to be inject into web server caused of URL issue

	Http Response
	928 Msec
	346 Msec
	Didn’t affect web1 server response time.

	CPU Load
	0.167
	0.167
	Didn’t affect web1 server CPU Load.

	Memory Free
	238 Mb
	190 Mb
	During the exploitation time, available memory usage was down to 190.

	Free Disk
	6.142 Mb
	6.142Mb
	Didn’t affect web1 server Free Disk.

	OWASP Hit List
	
	10 logs
	-


Table 4.11 XSSer Expoitation on NOOWASP web2 server using Kali Linux OS
	XSSer Expoitation on NOOWASP web2 server using Kali Linux OS

	
	Before
	After
	Description

	Result
	-
	Failed
	XSSer failed to be inject into web server caused of URL issue.

	Http Response
	20 Msec
	45.032 Msec
	Average Response time was up to 45.032 Msec during exploitation but didn’t affect too much because its count as Msec.

	CPU Load
	0
	0.019
	Its only increase a bit, but there is 2 times CPU Load error during exploitation.

	Memory Free
	209
	212
	Didn’t affect web1 server Free Memory.

	Free Disk
	6.683 Mb
	6.683 Mb
	Didn’t affect web1 server Free Disk, but there is an Error during exploitation.


	Further information will be show in the Kali Linux OS XSSer Tools exploitation attachment page point F on page A-52 ‘ Kali Linux XSSer Tools Exploitation ‘ .
Backbox XSSser XSS
Unfortunately Backbox isn’t provided and support XSSer. XSSer testing can’t be done using BackBox OS.
Parrot XSSer XSS
OWASP web1 server:
The same XSSer tools exploitation also done using Parrot OS. The result of this testing will be show in the table 4.12 and 4.13:
Table 4.12 XSSer Expoitation on OWASP web1 server using Parrot OS
	XSSer Expoitation on OWASP web1 server using Parrot OS

	
	Before
	After
	Description

	Result
	-
	Failed
	XSSer failed to be inject into web server caused of URL issue

	Http Response
	928 Msec
	346 Msec
	Didn’t affect web1 server response time.

	CPU Load
	0.167
	0.167
	Didn’t affect web1 server CPU Load.

	Memory Free
	238 Mb
	190 Mb
	During the exploitation time, available memory usage was down to 190.

	Free Disk
	6.142 Mb
	6.142Mb
	Didn’t affect web1 server Free Disk.

	OWASP Hit List
	
	10 logs
	-



Table 4.13 XSSer Expoitation on NOOWASP web2 server using Parrot OS
	XSSer Expoitation on NOOWASP web2 server using Parrot OS

	
	Before
	After
	Description

	Result
	-
	Failed
	XSSer failed to be inject into web server caused of URL issue.

	Http Response
	20 Msec
	45.032 Msec
	Average Response time was up to 45.032 Msec during exploitation but didn’t affect too much because its count as Msec.

	CPU Load
	0
	0.019
	Its only increase a bit, but there is 2 times CPU Load error during exploitation.

	Memory Free
	209
	212
	Didn’t affect web1 server Free Memory.

	Free Disk
	6.683 Mb
	6.683 Mb
	Didn’t affect web1 server Free Disk, but there is a Error during exploitation.


	Further information will be show in the Parrot OS XSSer Tools exploitation attachment page point G on page A-62 ‘ Parrot XSSer Tools Exploitation ‘ .
[bookmark: _Toc497678695]Implementation Testing
After several attack testing that has been done at both web server, now OWASP will be implemented on pcr.ac.id web application for testing the security of pcr.ac.id sites. The web application is different from the one written in the Scope of Problems (mahasiswa.pcr.ac.id or akademik.pcr.ac.id) due to the security of PCR data and information. So the author only get a permission of PCR old sites. Pcr site which only can be test was client side interface, the admin interface wasn’t allow.
[image: ]The Figures 4.64 and 4.65 will show the interface of both web server that already been put PCR old sites also the contains of the database.





Figure 4.64 PCR site implemented on OWASP web1 server
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Figure 4.65 PCR site implemented on NOOWASP web2 server

[image: ]





Figure 4.66 PCR site file in OWASP web server File Manager

Figure 4.66 show the contains of File Manager on Cpanel Account.
SQL Injection Attack
SQL Injection attack testing which is a attack that injecting SQL query into a form field that will expose the data inside of the data cant be done in the client side of PCR old sites. The access to administrator interface was forbidden so the author cant done this testing as show in the Figure 4.67.



[image: ]Figure 4.67 Directory access is forbidden





SQL Injection using SQLmap Tool
Some actions that can use against SQL Injection by developer was hiding web application site extension such as .php or .html and hiding the GET and POST request of the web application. Using both of that action, sql injection attackers will not get the information of the site that been targeted and the parameter that can be injected.
PCR web application is one of the web application that applied both of the security above during development process. This cause SQLmap Exploitation tools failed to do SQL Injection. Even the action was failed, but OWASP web server success detect the attacks and show it in the Hit List.
The table 4.14 will show the exploitation result to PCR page on both web servers.
Table 4.14 SQLmap Exploitation Result on PCR Site at both web servers
	Operating
System
	Web Server Result
	Hit List OWASP

	
	OWASP
	NOOWASP
	

	Kali Linux
	Failed
	Failed
	800+ Logs

	Back Box
	Failed
	Failed
	1000+ Logs

	Parrot
	Failed
	Failed
	1600+ Logs


Furthermore information about SQLmap Exploitaiton on PCR Site at both web servers will be attach in the attachment page point H on page A-72 ‘ SQLmap Exploitation on PCR Sites on both web server ‘ ..
BeEF Exploitation
[image: ]BeEF which is a Cross Site Scripting Exploitation tools that only work with Stored type. That cause BeEF couldnot been try for PCR sites which form field at Kontak pages didn’t store the information that been input by user, but its directly send it into admin email using mail service. This also an action by PCR site developer to counter Cross Site Scripting by malicious attackers.






Figure 4.68 BeEF Inject Testing on Kontak Page form field

Figure 4.68 show that kontak page didn’t save and reload the page but instant send it using javascript.







[image: ]










Figure 4.69 Kontak page script


Figure 4.69 show that the method of kontak form field which send the information that input by user to the admin email.
XSSer Tools Exploitation
Cross Site Scripting exploitation using XSSer tools also done on both web server. The result were all of the XSSer exploitation was failed, but OWASP web server success recorded all of the expoitation to the server. More detail will be show in table 4.15.
Table 4.15 XSSer Exploitation Result on PCR Site at both web servers
	Operating
System
	Web Server Result
	Hit List OWASP

	
	OWASP
	NOOWASP
	

	Kali Linux
	Failed
	Failed
	6 Hit Logs

	Back Box
	-
	-
	-

	Parrot
	Failed
	Failed
	12 Hit Logs


Furthermore information about XSSer Exploitaiton on PCR Site at both web servers will be attach in the attachment page.
[bookmark: _Toc497678696]Performance Testing
After several attack testing, now there will be a performance testing which will try to visit or make a request to the web server using 100 clients to both web server. The data will be use to compare the Http Response, CPU Load, Free Memory and Free Disk of both servers.
An application call Web Stress were used to simulated 100 clients visit with the conditions below:
· Number of Users are 100 and Test run for 1 minutes.
· 2 Urls that tested : web1.robinsonta.pcr.ac.id & web2.robinsonta.pcr.ac.id
There is two result from performance testing, first is from web stress application report that show average request time of OWASP web server is higher than NOOWASP web server. Either with the Percentage of Errors as show in the Figure 4.70.
[image: ]






Figure 4.70 Web Stress Performance Testing Result

Comparison of the Http Response, Cpu Load, Free Memory and Free Disk of both servers will be display in table 4.16:
Table 4.16 Performance Result after Web Stress simulation for 100 Clients
	Attribute
	Average Result

	
	OWASP
	NOOWASP

	HTTP Response
	5.028 Msec
	4.046 Msec

	CPU Load
	0.148 / 5 Minutes
	0,13 / 5 Minutes

	Free Memory
	17% / 171 Mbyte
	12% / 121 Mbyte

	Free Disk
	2.399 MByte
	2.162 Mbyte


	All the result above will be show in chart on Figure 4.71 below:
[image: ]
Figure 4.71 Performance after 100 client testing
	Analyzing from figure 4.73, Only Free Memory variable that show a big different of two web server. OWASP web server use 5% more Free Memory or about 50 Mbyte more. But it didn’t influence other performance at all.


All detail Figures of the Performance Testing will be attach in the attachment page point I on page A-77 ‘Performance Testing’.
[bookmark: _Toc497678697]Analyze
1. After attack testing using 7 kinds of SQL Injection on web servers, the result show that there was some attack type already counter or covered by the MySQL patching itself. ( based on the results reference to IV.2.1 SQL Injection )
2. SQLmap Exploitation Tool, sometimes even already detected there was a WAF/IDS/IPS its still force to inject dozens of query that can cause OWASP Hit List flooding. ( based on the results reference to IV.2.2 SQL Injection using SQLmap Tool )
3. There are 3 type of Cross Site Scripting, DOM, Reflected and Stored type. BeEF is a tool that used to do cross site scripting stored type. Stored type cross site scripting can’t been detected by OWASP ModSecurity Web Application Firewall. This may be caused by some web application actually save the information directly into database without filtering the parameter input by user. The solution is filter all the input parameter from user and exception on input form field during Web Application Development time. ( based on the results reference to IV.2.3 XSS using BeEF Framework tool )
4. XSSer only can be done for the web application which has shown page extention such as .php, .html , etc . Its can be cover during Web Application Development time by hiding the page extention. ( based on the results reference to IV.2.4 XSS using XSSer )
5. OWASP didn’t affect too much the HTTP Response time, CPU load, Free Memory and Free Disk. ( based on the results reference to IV.2.2.4  Performance Comparison & IV.2.6 Performance Testing )
6. 100 Clients Performance testing only affect HTTP response time and available memory cause of the testing was only aim port 80 of the web application. ( based on the results reference to IV.2.6 Performance Testing )

The summary of testing result on DVWA web server will be show in the table 4.15:
Table 4.15 Attack Testing Result on DVWA web server
	
	Operating System

	
	Kali Linux
	Back Box
	Parrot

	Attack Type
	OWASP
	NOOWASP
	OWASP
	NOOWASP
	OWASP
	NOOWASP

	SQL Injection
	Failed
	Success
	Failed
	Success
	Failed
	Success

	SQLmap
	Failed
	Success
	Failed
	Success
	Failed
	Success

	BeEF
	Success
	Success
	Success
	Success
	Success
	Success

	XSSer
	Failed
	Failed
	Failed
	Failed
	Failed
	Failed


	Table 4.15 show that OWASP success on securing web application from SQL Injection, SQLmap Exploitation and XSSer Exploitation Attack but failed to secure web application from BeEF or Cross Site Scripting Stored Type Attack.
The summary of testing result on PCR web server will be show in the table 4.16:
Table 4.16 Attack Testing Result on PCR web server
	
	Operating System

	
	Kali Linux
	Back Box
	Parrot

	Attack Type
	OWASP
	NOOWASP
	OWASP
	NOOWASP
	OWASP
	NOOWASP

	SQL Injection
	Failed
	Failed
	Failed
	Failed
	Failed
	Failed

	SQLmap
	Failed
	Failed
	Failed
	Failed
	Failed
	Failed

	BeEF
	Failed
	Failed
	Failed
	Failed
	-
	-

	XSSer
	Failed
	Failed
	-
	-
	Failed
	Failed


The table 4.16 show that PCR web application already secure without OWASP because of PCR web application implemented some counter action during Web Application Development time such as hiding page extention and parameter filtering. But OWASP still detect and counter it during Tool Scanning and Exploitation time which show in the Hit List.
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CONCLUSION AND ADVICE
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[bookmark: _Toc497678700]CONCLUSION
The conclusions of this final project are as belows:
1. OWASP ModSecurity success 100% detect and secure web application from SQL Injection after 15 times testing using 3 difference Operating Systems.
2. OWASP ModSecurity failed to secure web application from Cross Site Scripting Stored type that caused the attacker successfully hook target PC.
3. OWASP ModSecurity success 100% detect and secure web application from SQLmap exploitation tools which was done using 3 diffence Operating Systems.
4. OWASP ModSecurity success 100% detect and secure web application from XSSer exploitation tools which was done using 3 diffence Operating Systems.
5. Comparison result show that there wasn’t any big affect that will influence web application performance after using OWASP ModSecurity.
[bookmark: _Toc497678701]ADVICE
In current research, it still has many shortcomings due to time constraints, budget cost and thoughts of the author. Many things can be studied and developed more deeply. Advice expected for future development include:
1. Extend security coverage using OWASP Modsecurity Web Application Firewall such as Scanner Detection, DOS Protection, IP Reputation, etc. 
2. [bookmark: _Toc453870477]Extending Core Rule Set of OWASP ModSecurity for securing some cross site scripting attacks that didn’t provided by OWASP ModSecurity. 
3. Research on another WAF and make a comparison of the result with OWASP ModSecurity.
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[bookmark: _Toc497678703]ATTACHMENT A
A. Kali Linux SQLmap Tools Exploitation
[image: ]OWASP web1 server was failed to been injected using SQLmap tools as show by the figure A.1.A.1 SQLmap exploitation using Kali Linux OS on OWASP web1 server











At the figure above, show that SQLmap tools detected there was a WAF/IPS/IDS in the web server but continue to doing scan that result the tools fail to inject any query to the web server. The test was done 10 times using SQLmap, the result were all of the attempt were failed. The video of KaliLinux SQLmap exploitation on OWASP web1 server will be attach later on the report CD.
Figure A.2 and A.3 will show a little part of ModSecurity Hit List with total detect about 800 logs.Figure 4.64 ModSecurity Hit List after S	QLmap tools exploitation using Kali Linux OS (1)
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A.2 ModSecurity Hit List after SQLmap tools exploitation using Kali Linux OS (1)
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A.3 ModSecurity Hit List after SQLmap tools exploitation using Kali Linux OS (2)



Performance test also been done at the web server during do SQLmap exploitation. Figures A.4 and A.5 will show the comparison between HTTP response, CPU Load, Memory Free and Disk Free of web server before and after exploitation.


[image: ]HTTP response :A.4 Http Response before doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server
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A.5 Http Response after doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server





Description :
Before doing exploitation, average response time was reaching maximal time about 17 miliseconds, but after exploitation has been done, the average maximal time has been reached about 21 miliseconds. 4 miliseconds more than average before. But cause of the time is in milliseconds, seems like it didn’t affect to much to the web server.
[image: ]CPU Load Average :







A.6 CPU Load before doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server


[image: ]A.7 CPU Load after doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server









Description :
By looking the graphic after the exploitation at Figure A.6 and A.7, its show that during the exploitations, CPU Load was reaching 1,71 , 5 times bigger than normal which only average about 0,2  - 0,4 . But the coverage still 100 %, so its didn’t make affect for the server at all.
[image: ]Memory Free







A.8 Memory Free before doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server


[image: ]A.9 Memory Free after doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server









Description :
Before exploitation as show in the Figure A.8, the graph show that the minimal average available memory was 19%, but during exploitation A.9, the number decrease into 7%. Memory Load became normal after the exploitation already finish. Its can be concluded that if there is a lot of exploitation done in the same time, even it isn’t risk the web server data lost, it will be also possibly cause memory flooding that can make the server down for seconds.
[image: ]Free Disk :







A.10 Free Disk before doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server



[image: ]A.11 Free Disk after doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server









Description :
Before the exploitation as show in the Figure A.10, the average available memory was about 7.3 Mb in total but decrease to 6.8 after the expoitation was done as show in the Figure A.11.
	NO OWASP web2 server :
[image: ]Web2 server which without OWASP ModSecurity™ protection was successed to been injected using SQLmap tools as show by the figure below.








A.12 QLmap success exploitating the database name of NOOWASP web2 server and trying to inject table expoitation query



	The picture A.12 is showing the result of SQLmap database name exploitation that cause the web2 server display the database name. After getting the database name, the attacker trying to get the tables name using the database name with second query as show in the Figure A.13.



[image: ]







A.13 NOOWASP web2 server display tables name

	Injection success that make the web2 server display the tables name, next was trying to exploiting the name of columns inside users table using the query above.
[image: ]	







A.14 NOOWASP web2 server display columns names


	Figure A.14 show that the columns name exploitation was success. We getting all the columns names. Now, we will try to get the important data such as username and password of inside the [image: ]tables with the query on the Figure A.14.








A.15 NOOWASP web2 server show all the username and password after decryption


Fours of the figure A.15, show that SQLmap tools detected the name of the database first , then the tables inside, columns then user and password inside. SQLmap also success to convert the password that has been encrypted using common password tools. The test was done 10 times using SQLmap, the result were all of the attempts were successed. The video of KaliLinux SQLmap exploitation on NOOWASP web2 server will be attach later on the report CD.
Performance test also been done at the web server during do SQLmap exploitation. Figures below will show the comparison between HTTP response, CPU Load, Memory Free and Disk Free of web server before and after exploitation.



[image: ]HTTP response :






A.16 Http Response before doing SQLmap tools exploitation using Kali Linux OS on NOOWASP web2 server


[image: ]









A.17 Http Response after doing SQLmap tools exploitation using Kali Linux OS on NOOWASP web2 server

Description :
Before doing exploitation as show in the Figure A.16, average response time was reaching maximal time about 39 miliseconds, but after exploitation has been done as shown in the Figure A.17, the average maximal time has been reached about 42 miliseconds. Three miliseconds more than average before. But cause of the time is in milliseconds, seems like it didn’t affect to much to the web server.
CPU Load Average :
[image: ]A.18 CPU Load before doing SQLmap tools exploitation using Kali Linux OS on NOOWASP web2 server








[image: ]A.19 CPU Load after doing SQLmap tools exploitation using Kali Linux OS on NOOWASP web2 server












Description :
By looking the graphics after the exploitation in Figure A.19, its show that during the exploitations, CPU Load was reaching 0,49 , 9 times bigger than normal which only average about 0,05  - 0,06 . But the downtimes almost the same, around 10miliseconds. Its didn’t make affect for the server at all.
[image: ]Memory Free






A.20 Memory Free before doing SQLmap tools exploitation using Kali Linux OS on NOOWASP web2 server


[image: ]








A.21 Memory Free after doing SQLmap tools exploitation using Kali Linux OS on NOOWASP web2 server


Description :
Before exploitation as show in the Figure A.20 , the graph show that the minimal average available memory was 42%, but during exploitation as show in the Figure A.21 , the number decrease into 5%. Memory Load was up and down during the injection moments. It became normal after the exploitation already finish. Its can be concluded that if there is a lot of exploitations done in the same time, the web server isn’t only risk the data lost, it will be also possibly cause memory flooding that can make the server down for seconds.
[image: ]Free Disk :






A.22 Free Disk before doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server
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Description :


A.23 Free Disk after doing SQLmap tools exploitation using Kali Linux OS on OWASP web1 server



Description :
Before the exploitation as show in the Figure A.22 , the average available memory was about 90% more in total but decrease to 65% more after the expoitation was done as shown in the Figure A.23.
B. BackBox SQLmap Tools Exploitation
OWASP web1 server :
OWASP web1 server was failed to been injected using SQLmap tools in Backbox as show by the figure B.1. SQLmaps detected there were Web Application Firewall/ Intrusion Prevension System / Intrusion Detection System but also giving us a chance to give it a try even there was a protection.




[image: ]






B.1 SQLmap Tools using Backbox OS detected WAF/IPS/IDS

[image: ]By answering Y or yes, SQLmap will inject a dozen of query try to break the protection but failed as the figure show below.





B.2 SQLmap Tools using Backbox OS Failed to doing SQL Injection on OWASP web1 server


Both the figure B.2, show that SQLmap tools detected there was an WAF/IPS/IDS in the web server but continue to doing tons of injection even it was rejected by the server. Because of that, the mod_sec hit list database was full and couldnt be check one by one. The test was done 10 times using SQLmap, the result were all of the attempt were failed but flooding mod_sec database. The video of BackBox SQLmap exploitation on OWASP web1 server will be attach later on the report CD.
Figure B.3 and B.4 will show a little part of ModSecurity Hit List with total detect about 5000 logs.
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B.3 OWASP ModSecurity Hit Lists after SQLmap tools exploitation using Back Box OS (1)
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B.4 exploitation using Back Box OS (2)



Performance test also been done at the web1 server during do SQLmap exploitation. Figures B.5 and B.6 will show the comparison between HTTP response, CPU Load, Memory Free and Disk Free of web1 server before and after exploitation.




HTTP response :
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B.5 Http Response before doing SQLmap tools exploitation using Back Box OS on OWASP web1 server
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B.6 Http Response after doing SQLmap tools exploitation using Back Box OS on OWASP web1 server


Description :
Before doing exploitation as show in the Figure B.5, average response time was about 1,012 miliseconds, but after exploitation( Figure B.6) has been done, the average response time down to 831 miliseconds and up again to 1,012 miliseconds. Its look like the exploitation didn’t affect web1 server response time at all.

[image: ]CPU Load AverageB.7 CPU Load before doing SQLmap tools exploitation using Back Box OS on OWASP web1 server
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B.8 CPU Load after doing SQLmap tools exploitation using Back Box OS on OWASP web1 server


Description :
By looking the graphic after the exploitation ( Figure B.8 ), its show that during the exploitations, CPU Load was reaching 1.56 , 3 times bigger than normal which only average about 0,51 ( Figure B.7). But downtime still in 0% that means the server still in healthy condition.


[image: ]Memory FreeB.9 Memory Free before doing SQLmap tools exploitation using BackBox OS on OWASP web1 server
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B.10 Memory Free after doing SQLmap tools exploitation using BackBox OS on OWASP web1 server



Description :
Before exploitation ( Figure B.9 ), the graph show that available memory was 262Mb , but during exploitation ( Figure B.10 ), the number decrease into 182Mb. Memory Load became normal after the exploitation already finish. Its can be concluded that if there is a lot of exploitation done in the same time, even it isn’t risk the web server data lost, it will be also possibly cause memory flooding that can make the server down for seconds.

[image: ]Free Disk :






B.11 Free Disk before doing SQLmap tools exploitation using Back Box OS on OWASP web1 server


[image: ]B.12 Free Disk after doing SQLmap tools exploitation using Back Box OS on OWASP web1 server











Description :
Before the exploitation( Figure B.11 ),, the average available memory was about 7.328 Mb in total but decrease to 7.320 after the expoitation was done( Figure B.12 ),. With those little number of Mb down, the web1 server will not be affected Free Disk lost too much if there was a single Injection using SQLmap.
	NO OWASP web2 server :
[image: ]Web2 server which without OWASP ModSecurity™ protection was successed to been injected using SQLmap tools as show by the figure B.13.








B.13 SQLmap success exploitating the database name of NOOWASP web2 server using Backbox OS and trying to inject table expoitation query



Web2 server successed been injected using SQLmap using Backbox OS that return the database name. Next step was exploiting tables name inside web2_database ( Figure B.14 and B.15 ),.
The query use for exploiting tables name was :
Sqlmap –u “http://web2.robinsonta.pcr.ac.id/vulnerabilities/sqli/?id=1&Submit=submit” –cookie=PHPSESSID=nonfjbut7mj14qpumh67sbs753; security=low” --random-agent –D web2_database --tables
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B.14 SQLmap success exploit the database table name of web2 server using Backbox OS and trying to inject column expoitation query
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B.15 SQLmap success exploitating the database column names of NOOWASP web2 server using Backbox OS and trying to data expoitation query
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B.16 SQLmap detecting there was an encrypted data and offer a decrypting process

[image: ]







B.17 NOOWASP web2 server show all the username and password after decryption process by SQLmap using Backbox OS



All the figures B.14, B.15, B.16 and B.17 show the steps of SQLmap tools detected the name of database , then the tables inside, columns then user and password inside. SQLmap also success to convert the password that has been encrypted using common password words tool. The test was done 10 times using SQLmap, the result were all of the attempts were successed. The video of Backbox SQLmap exploitation on NO OWASP web2 server will be attach later on the report CD.
Performance test also been done at the web server during do SQLmap exploitation. Figures B.18 and B.19 will show the comparison between HTTP response, CPU Load, Memory Free and Disk Free of web server before and after exploitation.
[image: ]HTTP response :B.18 Http Response before doing SQLmap tools exploitation using BackBox OS on NOOWASP web2 server
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B.19 Http Response after doing SQLmap tools exploitation using BackBox OS on NOOWASP web2 server



Description :
Before doing exploitation( Figure B.18 ),, average response time was about 292 miliseconds, but after exploitation has been done( Figure B.19 ), the average response time down to 113 miliseconds. Web2 server response time reached 1,043 miliseconds during exploitation. 
[image: ]CPU Load AverageB.20 CPU Load before doing SQLmap tools exploitation using Back Box OS on NOOWASP web2 server
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B.21 CPU Load after doing SQLmap tools exploitation using Back Box OS on NOOWASP web2 server




Description :
By looking the graphic after the exploitation ( Figure B.21 ),, its show that during the exploitations, CPU Load was reaching 1.56 , 3 times bigger than normal which only average about 0,51 ( Figure B.20 ),. But downtime still in 0% that means the server still in healthy condition.
Memory Free
[image: ]B.22 Memory Free before doing SQLmap tools exploitation using BackBox OS on NOOWASP web2 server








[image: ]B.23 Memory Free after doing SQLmap tools exploitation using BackBox OS on NOOWASP web2 server










Description :
Before exploitation( Figure B.22 ), the graph show that available memory was 401Mb, but during exploitation ( Figure B.23 ), the number decrease into 334Mb. Memory Load became normal after the exploitation already finish. Its can be concluded that if there is a lot of exploitation done in the same time, even it isn’t risk the web server data lost, it will be also possibly cause memory flooding that can make the server down for seconds.
Disk Free :
[image: ]B.24 Free Disk before doing SQLmap tools exploitation using Back Box OS on NOOWASP web2 server
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B.25 Free Disk after doing SQLmap tools exploitation using Back Box OS on NOOWASP web2 server



Description :
Before the exploitation( Figure B.24 ), the average available memory was about 6.379 Mb in total but decrease to 6.378 after the expoitation was done( Figure B.25 ),. With those little number of Mb down, the web2 server will not be affected Free Disk lost too much if there was a single Injection using SQLmap.
C. Parrot SQLmap Tools Exploitation

OWASP web1 server :
OWASP web1 server was failed to been injected using SQLmap tools in Backbox as show by the figure C.1.
[image: ]C.1  SQLmap Tools using Parrot OS detected WAF/IP/IDS










Even SQLmap replied that the target was protected by some kind of WAF/IPS/IDS. Its still get the information such as the back-end DBMS of the target is MySQL.
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C.2 SqlMap Tools using Parrot OS Failed to SQL Inject on OWASP web1 server


At the figure C.2, show that SQLmap tools detected there was an WAF/IPS/IDS in the web server but continue to doing tons of injection even it was rejected by the server. Because of that, the mod_sec hit list database was full and couldnt be check one by one. The test was done 10 times using SQLmap, the result were all of the attempt were failed but flooding mod_sec database. The video of Parrot SQLmap exploitation on OWASP web1 server will be attach later on the report CD.
[image: ]Figure C.3 and C.4 will show a little part of ModSecurity Hit List with total detect about 5000 logs.





C.3 OWASP ModSecurity Hit Lists after SQLmap tools exploitation using Parrot OS (1)
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C.4 OWASP ModSecurity Hit Lists after SQLmap tools exploitation using Parrot OS (2)


Performance test also been done at the web server during do SQLmap exploitation. Figures C.5 – C.12 will show the comparison between HTTP response, CPU Load, Memory Free and Free Disk of web1 server before and after exploitation.
[image: ]HTTP response :
C.5 Http Response before doing SQLmap tools exploitation using Parrot OS on OWASP web1 server
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C.6 Http Response after doing SQLmap tools exploitation using Parrot OS on OWASP web1 server


Description :
Before doing exploitation ( Figure C.5 ) , average response time was about 13 miliseconds, but after exploitation has been done( Figure C.6 ), the average response time up to 15 miliseconds with maximal 17 miliseconds during exploitation. Its look like the exploitation didn’t affect too much web1 server response time at all.
[image: ]CPU Load Average






C.7 CPU Load before doing SQLmap tools exploitation using Parrot OS on OWASP web1 server
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C. 8 CPU Load after doing SQLmap tools exploitation using Parrot OS on OWASP web1 server


Description :
At the first graph before the exploitation( Figure C.7 ), its show that in interval 5 minutes CPU Load, it was 2,1 . After the exploitation( Figure C.8 ), the second graph show the 5 minutes interval CPU Load down to 2,06. Seems like didn’t affect too much for CPU Load of web1 server.

[image: ]Memory Free






C.9 Memory Free before doing SQLmap tools exploitation using Parrot OS on OWASP web1 server
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C.10 Memory Free after doing SQLmap tools exploitation using Parrot OS on OWASP web1 server



Description :
Before exploitation( Figure C.9 ), the graph show that available memory was 234Mb, but during exploitation( Figure C.10 ), the number decrease into 207Mb. Memory Load became normal after the exploitation already finish. Its can be concluded that if there is a lot of exploitation done in the same time, even it isn’t risk the web server data lost, it will be also possibly cause memory flooding that can make the server down for seconds.
[image: ]Free Disk  :






C.11 Free Disk before doing SQLmap tools exploitation using Parrot OS on OWASP web1 server
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C.12 Free Disk after doing SQLmap tools exploitation using Back Box OS on OWASP web1 server



	Description :
Before the exploitation( Figure C.11 ), the average available memory was about 7.200 Mb in total but decrease to 7.178 after the expoitation was done( Figure C.12 ). With those little number of Mb down, the web1 server will not be affected Free Disk lost too much if there was a single Injection using SQLmap.
	NO OWASP web2 server :
Web2 server which without OWASP ModSecurity™ protection was successed to been injected using SQLmap tools as show by the figure C.13.
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C.13 SQLmap success exploitating the database name of NOOWASP web2 server using Parrot OS and trying to inject table expoitation query


[image: ]
	Web2 server successed been injected using SQLmap using Parrot OS that return the database name. Next step was exploiting tables name inside web2_database. ( Figure C.14 )








C.14 SQLmap success exploit the database table name of web2 server using Parrot OS and trying to inject column expoitation query
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C.15 SQLmap success exploitating the database column names of NOOWASP web2 server using Parrot OS and trying to data expoitation query
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C.16 SQLmap detecting there was an encrypted data and offer a decrypting process on Parrot OS
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C.17 NOOWASP web2 server show all the username and password after decryption process by SQLmap using Parrot OS


At the figure C.13 – C.17, show that SQLmap tools detected the name of the database first, then the tables inside, columns then user and password inside. SQLmap also success to convert the password that has been encrypted using common password tools. The test was done 10 times using SQLmap, the result were all of the attempts were successed. The video of Parrot SQLmap exploitation on NO OWASP web2 server will be attach later on the report CD.
Performance test also been done at the web server during do SQLmap exploitation. Figures below will show the comparison between HTTP response, CPU Load, Memory Free and Disk Free of web server before and after exploitation.





[image: ]HTTP response :






C.18 Http Response before doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server
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C.19 Http Response after doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server



Description :
Before doing exploitation( Figure C.18 ), maximal response time was about 7 miliseconds, but after exploitation has been done( Figure C.19 ), the maximal response time during response time up to 21 miliseconds. But web server still has 0% of downtime which mean its still healthy.


[image: ]CPU Load Average






C.20 CPU Load before doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server


[image: ]C.21 CPU Load after doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server








Description :
By looking the graphic after the exploitation( Figure C.21 ), its show that during the exploitations, CPU Load was reaching 0,510 maximal load, 0,1 load bigger than load before exploitation( Figure C.20 )  or in normal condition. But downtime still in 0% that means the server still in healthy condition.


[image: ]Memory Free






C.22 Memory Free before doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server


[image: ]C.23 Memory Free after doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server










Description :
Both of the graphs show the unstable available memory which up and down every minute. The graph after exploitation( Figure C.23 )  didn’t show any big changes also with the available memory. Its mean that exploitation using Parrot did not cause any affect to NOOWASP web2 server memory.


[image: ]Disk Free :C.24 Free Disk before doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server
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C.25 Free Disk after doing SQLmap tools exploitation using Parrot OS on NOOWASP web2 server



Description :
Before the exploitation( Figure C.24 ), the blue point in the graph was in 70 more percentage which down to around 20 percentage during exploitation by SQLmap using Parrot OS

D. Kali Linux BeEF Tools Exploitation
OWASP web1 server :
OWASP failed to protected the server from XSS using BeEF where cause the site was directing page into hook/trap page that been prepared by BeEF.
[image: ]All the progress will be shown step by step in the figures D.1 – D.5 :






D.1 Kali Linux BeEF Trap Page with Attacker PC IP


[image: ]The figure D.1 is a Trap page that prepared by BeEF







D.2 BeEF Script injecting into OWASP XSS Stored

[image: ]The link of that page was being injected to Stored page using script command which will cause this page will redirect to trap page later.







D.3 Kali Linux BeEF hooked a target PC

Client or target PC which have been redirect to the trap page will be fully spied by the attacker. Above is the example of attacker sending alert to hooked target PC. ( Figure D.3 )
[image: ]D.4 Target PC got a alert message sent by BeEF attacker









Target PC display the alert that was send by attacker PC. ( Figure D.5 )
OWASP ModSecurity Tools has caught zero hit list or logs after BeEF attack. This mean that OWASP ModSecurity was vulnerable to Cross Site Scripting using BeEF. ( Figure D.5 )
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D.5 OWASP ModSecurity Tools got nothing after Kali Linux BeEF attack

NOOWASP web2 server :
NOOWASP web2 server was successed to been injected cross site script using BeEF.
[image: ]All the progress will be shown step by step in the figures D.6 – D.10 :D.6 BeEF hook page with IP Address
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D.7 BeEF hook page link inject into NOOWASP XSS Stored Page


[image: ]Hook script was being injected into NOOWASP web2 server in the stored page. After the client or target click the page, it will be hooked by BeEF tools as shown on Figure D.8 :





D.8 BeEF hook a target PC from NOOWASP page and try to send a fake login page


After got a target, BeEF send a fake login form to target PC. ( Figure D.9 )



[image: ]D.9 Fake From Login PopUp sent by BeEF










	If the target was filled the form with username and password, then it will be send to attacker. ( Figure D.10 )
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D.10 BeEF got username and password after target filled the form


BeEF show the username and password that filled by target PC in the login form before. ( Figure D.10 )
Description :
OWASP failed when securing web server from Cross Site Scripting ( Stored ), its must be caused by Cross Site Scripting is injecting script to the database through form field which the data will be shown on the site. Solution of the Cross Site Scripting is securing the site on php script or when development.
E. Backbox BeEF Tools Exploitation

OWASP web1 server :
OWASP also failed to protected the server from BeEF XSS using Backbox OS where caused the site was directing page into hook/trap page that been prepared by BeEF.
All the progress will be shown step by step in the figures E.1 – E.3 :E.1 Kali Linux BeEF Trap Page with Attacker PC IP

[image: ]








	The figure E.1 is a Trap page that prepared by BeEF
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E.2 BeEF Script injecting into OWASP XSS Stored


[image: ]The link of that page was being injected to Stored page using script command which will cause this page will redirect to trap page later. ( Figure E.2 )
E.3 Kali Linux BeEF hooked a target PC









	BeEF sometimes getting error after hooked a target. After the IP of target PC was appeared, BeEF isnt show the action we can do to the target PC. It must me cause of the OS itself, this problem only happened twice in Backbox OS. ( Figure E.3 )
NOOWASP web2 server :
NOOWASP web2 server was successed to been injected cross site script using BeEF.
All the progress will be shown step by step in the figures E.4 – E.9 :
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E.4 BeEF hook page with IP Address


[image: ]







E.5 BeEF hook page link inject into NOOWASP XSS Stored Page


[image: ]Hook script was being injected into NOOWASP web2 server in the stored page.In the client side, if the link have been clicked, it will be directed to hook page . ( Figure E.6 )E.6 Target PC got hooked










 After the client or target click the page, it will be hooked by BeEF tools as shown E.7 :
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E.7 BeEF hook a target PC from NOOWASP page 
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E.8 BeEF try to get cookie data from hooked PC
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E.9 BeEF got target cookies data


BeEF success steal the cookies of target PC and display it on BeEF show the cookies from the target PC . ( Figure E.8 – E.9)


F. Kali Linux XSSer Tools Exploitation
OWASP web1 server :
[image: ]OWASP web1 server was failed to been injected using XSSer tools as show by the figure below.








F.1  XSSer using Kali OS exploitation failed to injected into OWASP web server


At the figure F.1 , show that XSSer tools inject 558 queries into web server page, but all of the queries injection was failed. The test was done 10 times using XSSer, the result were all of the attempt were failed. The video of KaliLinux XSSer exploitation on OWASP web1 server will be attach later on the report CD.
Figure F.2 will show a little part of ModSecurity Hit List with total detect about 12 logs after XSSer exploitation.
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F.2  OWASP ModSecurity HitList after XSSer Kali OS Exploitation


Performance test also been done at the web server during XSSer exploitation. Figures F.3 – F.10 will show the comparison between HTTP Response, CPU Load, Memory Free, and Disk Free of web server before and after exploitation.
[image: ]HTTP response :





F.3  Http Response before doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server
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F.4  Http Response after doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server



Description :
Before doing exploitation ( Figure F.3 ), average response time was about 8 miliseconds, but after exploitation has been done, the average maximal time has done to 6 miliseconds. Its mean that XSSer explotation didn’t affect OWASP web server Http Response time.
[image: ]CPU Load Average :





F.5 CPU Load before doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server
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F.6  CPU Load after doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server


Description :
CPU Load maximal time was increased about 0,1 Msec from 0.180 to 0.280. But with didn’t affect to much to the web server. ( Figure F.5 & F.6 )
[image: ]Memory Free





F.7  Memory Free before doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server







[image: ]F.8  Memory Free after doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server









Description :
After analyze from the Memory Change Log ( Figure F.7 & F.8 ), its seems like the free memory didn’t show any affect of the XSSer exploitation.
[image: ]Free Disk :






F.9 Free Disk before doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server
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F.10  Free Disk after doing Xsser tools exploitation using Kali Linux OS on OWASP web1 server



Description :
The total of Free Disk was same 1.642, before and after exploitation ( Figure F.9 & F.10 ). It didn’t show any affect change.
[image: ]	NO OWASP web2 server :








F.11 XSSer Kali OS Exploitation failed to inject CSS query into NOOWASP web2 server


Even there wasn’t any Web application Firewall, XSSer still failed to do CSS Injection into web server. This may be cause that XSS work only in web page which still show .php in the end of the URL link. ( Figure F.11 )
The test was done 10 times using XSSer, the result were all of the attempts were failed. The video of KaliLinux XSSer exploitation on NOOWASP web2 server will be attach later on the report CD.
Performance test also been done at the web server during do XSSer exploitation. Figures F.12 – F.19 will show the comparison between HTTP response, CPU Load, Memory Free and Disk Free of web server before and after exploitation.
[image: ]HTTP response :





F.12 Http Response before doing XSSer tools exploitation using Kali Linux OS on NOOWASP web2 server
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F.13 Http Response after doing XSSer tools exploitation using Kali Linux OS on NOOWASP web2 server


Description :
By looking at the Http Response log, the response time ever reach 21 Msec during the XSSer exploitation. Its mean there was a little increasing time, but didn’t affect too much. ( Figure F.12 & F.13 )
[image: ]CPU Load Average :





F.14 CPU Load before doing XSSer tools exploitation using Kali Linux OS on NOOWASP web2 server
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F.15 CPU Load after doing XSSer tools exploitation using Kali Linux OS on NOOWASP web2 server





Description :
The CPU Load logs show that there isn’t any change of CPU Load during the exploitation ( Figure F.14 & F.15 ).
[image: ]Memory Free





F.16 Memory Free before doing XSSer tools exploitation using Kali Linux OS on NOOWASP web2 server
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F.17 Memory Free after doing XSSer tools exploitation using Kali Linux OS on NOOWASP web2 server






Description :
Memory change Logs show that the number of available memory every reached 23% after expoitation. This mean that XSSer exploitation didn’t affect the Memory of web server. ( Figure F.16 & F.17 )
[image: ]Free Disk :





F.18 Free Disk before doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server
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F.19 Free Disk after doing XSSertools exploitation using Kali Linux OS on OWASP web1 server



Description :
	Free Disk Change Logs also show nothing change during the XSSer exploitation, the total of Free Disk stay at 6.685 MByte ( Figure F.18 & F.19)

G. Parrot OS XSSer Exploitation
OWASP web1 server :
[image: ]OWASP web1 server was failed to been injected using XSSer tools as show by the figure G.1.








G.1 XSSer using Parrot OS exploitation failed to injected into OWASP web server


At the figure G.1, show that XSSer tools inject 461 queries into web server page, but all of the queries injection was failed. The test was done 10 times using XSSer, the result were all of the attempt were failed. The video of KaliLinux XSSer exploitation on OWASP web1 server will be attach later on the report CD.
Figure G.2 will show a little part of ModSecurity Hit List with total detect about 30 logs after XSSer exploitation.
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G.2 OWASP ModSecurity HitList after XSSer ParrotOS Exploitation


Performance test also been done at the web server during XSSer exploitation. Figures G.3 – G.10 will show the comparison between HTTP Response, CPU Load, Memory Free, and Disk Free of web server before and after exploitation.
HTTP response :
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G.3 Http Response before doing XSSer tools exploitation using Parrot OS on OWASP web1 server
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G.4 Http Response after doing XSSer tools exploitation using Parrot OS on OWASP web1 server



Description :
Before doing exploitation( Figure G.3 ), average response time was about 928 miliseconds, but after exploitation has been done( Figure G.4 ), the average maximal time has done to 346 miliseconds. Its mean that XSSer explotation didn’t affect OWASP web server Http Response time.
CPU Load Average :
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G.5 CPU Load before doing XSSer tools exploitation using Parrot OS on OWASP web1 server
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G.6 CPU Load after doing XSSer tools exploitation using Parrot OS on OWASP web1 server


Description :
CPU Load maximal time was increased after 9 attempts from 0 increase to 0,0166 Msec. But with this number it didn’t affect to much to the web server. ( Figure G.5 & G.6 )
Memory Free
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G.7 Memory Free before doing XSSer tools exploitation using Parrot OS on OWASP web1 server
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G.8 Memory Free after doing XSSer tools exploitation using Kali Linux OS on OWASP web1 server


Description :
After analyze from the Memory Change Log, the number of available memory was decreasing from 238 Mb to 190 Mb. ( Figure F.7 & G.8 )
Free Disk :
[image: ]





G.9 Free Disk before doing XSSer tools exploitation using Parrot OS on OWASP web1 server
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G.10 Free Disk after doing Xsser tools exploitation using Parrot OS on OWASP web1 server



Description :
The total of Free Disk was same 6.142, before and after exploitation. It didn’t show any affect change. ( Figure G.9 & G.10 )
[image: ]	NO OWASP web2 server :








G.11 XSSer Parrot OS Exploitation failed to inject CSS query into NOOWASP web2 server


Even there wasn’t any Web application Firewall, XSSer still failed to do CSS Injection into web server. This may be cause that XSS work only in web page which still show .php in the end of the URL link. ( Figure G.11)
The test was done 10 times using XSSer, the result were all of the attempts were failed. The video of Parrot XSSer exploitation on NOOWASP web2 server will be attach later on the report CD.
Performance test also been done at the web server during do XSSer exploitation. Figures G.12-G.19 will show the comparison between HTTP response, CPU Load, Memory Free and Disk Free of web server before and after exploitation.
[image: ]HTTP response :





G.12 Http Response before doing XSSer tools exploitation using Parrot OS on NOOWASP web2 server
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G.13 Http Response after doing XSSer tools exploitation using Parrot OS on NOOWASP web2 server





Description :
By looking at the Http Response log, response time before exploitation was 20 msec and after exploitation was 7.098 for 14 attempts value. Its mean there was not any affect to the response time. ( Figure G.12 & G.13 )
[image: ]CPU Load Average :





G.14 CPU Load before doing XSSer tools exploitation using Parrot OS on NOOWASP web2 server



[image: ]
G.15 CPU Load after doing XSSer tools exploitation using Parrot OS on NOOWASP web2 server




Description :
The CPU Load logs show that the CPU Load increase from 0 to 0,019 with two times error after 13 times attempt values. ( Figure G.14 & G.15 )
[image: ]Memory Free





G.16 Memory Free before doing XSSer tools exploitation using Parrot OS on NOOWASP web2 server
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G.17 Memory Free after doing XSSer tools exploitation using Parrot OS on NOOWASP web2 server






Description :
Memory change Logs show there was a available memory jump during the exploitation but the number of available memory wasn’t change too much, from 209 to 212 MByte. ( Figure G.16 & G.17 )
Free Disk :
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G.18 Free Disk before doing XSSer tools exploitation using Parrot OS on OWASP web1 server
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G.19 Free Disk after doing XSSertools exploitation using Parrot OS on OWASP web1 server




Description :
	Free Disk Change Logs also show nothing change during the XSSer exploitation ( Figure G.19), the number of free disk stay in 6.683 MByte but there was a one error on the 14 attempts value. 
H. SQLMap Exploitation on PCR Sites on both web server
4. Kali Linux OS 
[image: ]OWASP web1 server :H.1 SQLmap Exploitation result to web1 server pcr site using Kali Linux
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H.2 OWASP Hit List after SQLmap Exploitation on PCR site using Kali Linux OS


Hit list H.2 show the OWASP detect about 800+ logs during Kali Linux OS SQLmap Exploitation.

No owasp web2 server :
[image: ]H.3 SQLmap Exploitation result to web2 server pcr site using Kali Linux















4.  Backbox OS
[image: ]Owasp web1 server :








H4. SQLmap Exploitation result to web1 server pcr site using BackBox
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H.5 OWASP Hit List after SQLmap Exploitation on PCR site using BackBox OS




Hit list H.5 show the OWASP detect about 1000+ logs during Back Box OS SQLmap Exploitation.

No OWASP web2 server :
[image: ]







H.6 SQLmap Exploitation result to web2 server pcr site using BackBox




4.  Parrot OS
[image: ]Owasp web1 server :













H.7 SQLmap Exploitation result to web1 server pcr site using Parrot
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H.8 OWASP Hit List after SQLmap Exploitation on PCR site using Parrot OS


Hit list H.8 show the OWASP detect about 1600+ logs during Parrot OS SQLmap Exploitation.




[image: ]No OWASP web2 server :H.9 SQLmap Exploitation result to web2 server pcr site using BackBox



































I. Performance Testing
Web Stress Configuration :
[image: ]







I.1 Web Stress Test Type Configuration

	
Figure I.1 show which test type that will be done for web server, the author choose time test type and run test for 1 Minutes with the number of users 100.
[image: ]



I.2 Web Stress URLs Configuration


There are two web application that will be test which are web1.robinsonta.pcr.ac.id and web2.robinsonta.pcr.ac.id ( Figure I.2 )

[image: ]I.3 Web Stress on progress









Figure I.3 show that the test was on going.
[image: ]	I.4 Web Stress Page Result










The Result of the test was shown in graphic mode with the information of the result. ( Figure I.4 )

	
During the web stress was done, PRTG also used for measuring the performance of both web servers with the result that will be show on Figure I.5 – I.12.
Performance Figures :
Http Response :
[image: ]I.5 OWASP HTTP Response Result








[image: ]OWASP web server show the result 5.028 Msec response time on Figure I.5. 






I.6 NOOWASP HTTP Response Result


NOOWASP web server show the result 4.046 Msec response time ON Figure I.6.
[image: ]CPU Load :






I.7 OWASP CPU Load Result

[image: ]OWASP web server show the result 0.148 Load Time for 5 Minutes test on Figure I.7.






I.8 NOOWASP CPU Load Result


NOOWASP web server show the result 0.13 Load Time for 5 Minutes test on Figure I.8.
	



Free Memory :
[image: ]I.9 OWASP Free Memory Result








OWASP web server show the result 17% available memory or 171 Mbyte on Figure I.9.
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I.10 NOOWASP Free Memory Result

NOOWASP web server show the result 12% available memory or 121 Mbyte on Figure I.10.



[image: ]Free Disk :







I.11 OWASP Free Disk Result

OWASP web server show the result 2.399 Mbyte Disk Free after test on Figure I.11.
[image: ]I.12 NOOWASP Free Disk Result









NOOWASP web server show the result 2.162 Mbyte Disk Free after test on Figure I.12.
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[root@robinsonta ~1# ifconfig

em1 Link encap:Ethernet HWaddr 64:00:6A:72:DF:3A
ineté addr: fes0::6600:Gaff:fe72:df3a/64 Scope:link
UP BROADCAST RUNNING MULTICAST MTU:1500 Metric:l
RX packets:504052 errors:0 dropped:0 overruns:0 frame:0
TX packets:3527 errors:0 dropped:0 overruns:0 carrier:0
collisions:0 txqueuelen:1000
RX bytes:52498485 (50.0 MiB) TX bytes:515373 (503.2 KiB)
Interrupt:20 Memory:£7£00000-£7£20000

Link encap:Local Loopback
27.0.0.1 Mas]
1/128 Scope:Host

UP LOOPBACK RUNNING MTU:65536 Metric:l

RX packets:0 errors:0 dropped:0 overruns:0 frame:0
TX packets:0 errors:0 dropped:0 overruns:0 carrier:0
collisions:0 txqueuelen:o

RX bytes:0 (0.0 b) TX bytes:0 (0.0 b)

255.0.0.0

virbro  Link encap:Ethernet HWaddr 64:00:6A:72:DF:3A
inet addr:103.19.208.235 Bcast:103.19.208.255 Mask:255.255.255.0
ineté addr: £e80::6600:Gaff:fe72:df3a/64 Scope:link
UP BROADCAST RUNNING MULTICAST MTU:1500 Metric:l
RX packets:471355 errors:0 dropped:0 overruns:0 frame:0
TX packets:1441 errors:0 dropped:0 overruns:0 carrier:0
collisions:0 txqueuelen:o
RX bytes:37812399 (36.0 MiB) TX byctes

3479 (218.2 KiB)





image16.jpg
[root@robinsonta ~]# cat /etc/sysconfig/network-scripts/ifcfg-eml
DEVICE=eml

TYPE=Ethernet

UUID=0£c£9247-d853-41ch-bSdS-2£8ETbEIeha0

ONBOOT=yes

NM_CONTROLLED=no

$BOOTPROTO=dhcp

IPV4_FAILURE_FATAL=yes
IPV6INIT=no
NAME="System eml”
HWADDR=64:00: 6A:72 :DF: 32
PEERDNS=yes
PEERROUTES=yes
BRIDGE=virbro
03.19.208.235

03.19.208.1
#DNS1=8.8.8.8
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[root@robinsonta ~1# cat /etc/sysconfig/network-scripts/ifcfg-virbro
DEVICE="virbzo"

NM_CONTROLLED=yes

ONBOOT=yes

TYPE=Bridge

BOOTEROTO=none

IPV4_FAILURE_FATAL=yes
IPV6INIT=no
NAME="System virbro"
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2 root@robinsontai~ - o

[root@robinsonta ~]# ifconfig virbrd
virbro  Link encap:Ethernet HWaddr 64:00:6A:72:DF:3A
inet addr:103.19.208.235 Bcast:103.19.208.255 Mask:
ineté addr: £eS0::6600:6aff:fe72:df3a/64 Scope:Link
UP BROADCAST RUNNING MULTICAST MIU:1500 Metric:l
RX packets:30138860 errors:0 dropped:0 overruns:0 frame:0
TX packets:577 errors:0 dropped:0 overruns:0 carrier:0
collisions:0 txqueuelen:o
RX bytes:2088093079 (1.9 GiB) TX byte:

255.255.255.0

5583 (64.0 KiB)

[root@robinsonta ~1# virsh list
Id  Name state

centosTA running
. web2 running
s webl running

[root@robinsonta ~1# |
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[root@robinsonta ~1# nslookup webl.robinsonta.per.ac.id

server: 103.19.208.236
adaress: 103.19.208.23653
wame:  webl.robinsonta.per.ac.ia

ndaress: 103.19.208.237

[root@robinsonta ~1# nslockup web2.robinsonta.per.ac.id

server: 103.19.208.236
adaress: 103.19.208.23653
ame:  web2.robinsonta.per.ac.ia

ndaress: 103.19.208.238
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[root@localhost homel# cd shome && curl -o latest -L https:
el.net/latest && sh latest_

[root@localhost homel# hostname robinsonta.per.ac.id
/securedounloads .cpa
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hed Dependency Resolu

ependencies Resolved

Package Arch Version Repository
Size

Installing

perl xB6_64 4:5.18.1-144.el6 base 18 M
installing for dependencies:

perl-Module-Pluggable xB6_64 :3.98-144.€16 base 41 k
per1-Pod-Escapes xB6_64 1.84-144.el6 base 33 k
perl-Pod-Simple xB6_64 3.13-144.el6 base 213 k
perl-libs xB6_64 :5.18.1-144.el6 base 579 k
perl-version xB6_64 :8.77-144.el6 base 52 k

Transaction Summary

Install 6 Package(s)

Total download size: 11 M
Installed size: 36 M
ounloading Packages:
[(1,6): perl-5.18.1-144 (?12) 77

1 468 kB/s i 7.9 MB 08:05 ETA
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8] Login : Damn Vulnerable ' X 4

€ O 103.19.208.238/login.php
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8] Login : Damn Vulnerable ' X 4

€ OfF 103.19.208.237/login.php
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8] Login : Damn Vulnerable ' X 4

web1.robinsonta.peracid/login.php
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8] Login : Damn Vulnerable ' X 4
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& | web2 robinsonta.per.acid/login.php
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1M Inbox - robinson4ti@mahe X WHM [owasp] ModSecurt, X

€ @ httpsi//web1.robinsonta.per.acid:2087/cpsess5080188127 /scripts2/show_mod_security/rulesList?api.chunk.enal e Q search

CLOUDLINUX6.

Out (root)

<= Home » Security Center » ModSecurity™ Tools » Rules List @

E3 EZEZ owases 942440 SQL Comment Sequence Detected.
€ copy

#-=[ Detect SQL Comment Sequences =

Modsecurity™ Vendors
# @ pisable
Password Strength Configuration # Example Payloads Detected:
PO
PHP open_basedir Tweak
. #OR1%
Security Advisor # DROP sampletable;—
Security Questions #admin
# DROP/*comment*/sampletable
‘Shell Fork Bomb Protection # DR/+*/OP/*bypass blacklisting*/sampletable
e R # SELECT/*avoid-spaces*/password/**/FROM/**/Members
# SELECT /+132302 1/0, */ 1 FROM tablename
5H Password Authorization #oor1=1#
=S #'or1=1--

Traceroute Enable/Disable

Two-Factor Authentication
E3 Server Contacts #1 /415000000711
#'Mort=1
Contact Manager # 0/ /union/*150000select*/table_name"foo"/**/
dit System Mai Preferences [ ——
@ Resellers

Change Ownership of an Account

Change Ownership of Multiple ) found within %{MATCHED_VAR_NAME}: %(MATCHED_VARY, tagrapplication-mult
Ao tag? OWASP_CRSWEB_ATTACK/SQL_INJECTION;, tag WASCTC/WASC-19, tag: OWASP_TOP_10/AT’, tag: OWASP_AppSensor/CIET, tag'PCI/6.5.2,
Edit Reseller Nameserversand | v tag“paranoia-level/2", setvar-tx.anomaly._score=+3{tx.critical_anomaly. score), setvar-tx.sql_injection. score=+3{tx.critical_anomaly. score}, setvar "
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cpsess5080188127/scripts2/show_mod_security/rulesList?apichunk.enat @ Qsearch

CLOUDLINUX 6.9

Out (rc

<= Home » Security Center » ModSecurity™ Tools » Rules List @

Modsecurity™ Vendors

Password Strength Configuration
PHP open_basedir Tweak
Security Advisor

Security Questions

Shell Fork Bomb Protection
SMTP Restrictions

‘SSH Password Authorization
Tweak

Traceroute Enable/Disable
Two-Factor Authentication
J3 server Contacts
Contact Manager
Edit System Mail Preferences
@ Fesellers
Change Ownership of an Account

Change Ownership of Multiple
Accounts

Edit Reseller Nameservers and

EB EX owses 941110 XSS Filter - Category 1: Script Tag Vector
#

#-=[ XS5 Filters - Category 11=-
# http://xssplayground.net23.net/xssfilter.html

# script tag based XSS vectors, e.g, <;script>; alert(1)</script>;

#

‘SecRule REQUEST_COOKIES | IREQUEST_COOKIES:/_utm/| REQUEST_COOKIES_NAMES | REQUEST_HEADERS:User-Agent| REQUEST_HEADERS
Referer| ARGS_NAMES | ARGS | XML:/* "CIX[<; <IScripti">;>1*[>; >I0\S\S]*2)" "msg:XSs Filter - Category 1: Script Tag Vector', id:941110, phase
«request, severity: CRITICAL', rev:2, ver: OWASP_CRS/3.0.0', maturity:4, accuracy:'9, tnone.tutfgtoUnicode,turlDecodeUni thtmlEntityDecode
tjsDecode t:cssDecode.tremoveNulls, block, cti:auditLogParts=+E, capture, tag'application-multi, tag:language-multi, tag-platform-multr, tag
“attack-xss', tag' OWASP_CRS/WEB_ATTACK/XSS, tag:WASCTC/WASC-8,, tag WASCTC/WASC-22, tag: OWASP_TOP_10/A3, tag-OWASP_AppSensor
JIEY, tag: CAPEC-242, logdatarMatched Data: %(TX.0} found within %{MATCHED_VAR_NAME}: %{MATCHED_VARY, setvar:'tx.msg=%{rule.msg},
setvar:tx.xss_score=+3{tx.critical_anomaly_score}, setvartx.anomaly_score=+%{tx.critical_anomaly_score}, setvar:tx.%{rule.id}-OWASP_CRS

/WEB_ATTACK/XSS-%{matched_var_name}=%{tx.0}"

EB EX owses 941120 XSS Filter - Category 2: Event Handler Vector
#

# =[ XS5 Filters - Category 2 1=-
#XS5 vectors making use of event handlers like onerror, onload et e
#

‘SecRule REQUEST_COOKIES | IREQUEST_COOKIES:/_utm/| REQUEST_COOKIES_NAMES | REQUEST_HEADERS:User-Agent| REQUEST_HEADERS
Referer| ARGS_NAMES| ARGS | XML:/* "(ZIN(\S\"*V0-9\=W0B\X09\X0CW3B\X2C\28\x38+on[a-2A-ZI+[\s\X0BWX09\XOC\3BI2C\x28 3BT *2=)"
“msg:XSS Filter - Category 2: Event Handler Vector', id:941120, phaseirequest, severity: CRITICAL, rev:2, ver: OWASP_CRS/3.0.0', maturity:
accuracy:8, tone tutfatoUnicode, turlDecodeUni thtmIEntityDecode tjsDecode t:cssDecode,tremoveNulls, block, ctlauditLogParts=+£,
capture, tag-application-multr, tag:language-multi, tag-platform-multi, tag-attack-xss’, tag- OWASP_CRS/WEB_ATTACK/XSS' tag: WASCTC/WASC
-8, tag WASCTC/WASC-22, tag: OWASP_TOP_10/A3', tag'OWASP_AppSensor/IET", tag: CAPEC-242", logdata:Matched Data: %{TX.0} found within
9%{MATCHED_VAR_NAME}: %{MATCHED_VARY’, Setvartx.msg=t{rule.msg), setvar:tx.xss_score=+%itx.critical_anomaly_score}, setvartx.
‘anomaly_score=+%itx.critical_anomaly_score}, setvar:t.%{rule.id}-OWASP_CRS/WEB_ATTACK/XSS-%{matched_var_name)=3{tx.0}"

:body onload="alert(1)">;

€copy

@ pisable

€ copy

@ pisable
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1 inbox=robinsonisu@mana A~ @ WHMV lowasp] Modsecunty: X 58

fweb1.robinsonta peracid

7 /cpsess508018:

/show_mod_security/editCustomRuleZruleld

Out (root)

<= Home» Security Center » ModSecurity™ Tools » Edit Custom Rule @

Modsecurity™ Vendors

Password Strength Configuration
PHP open_basedir Tweak
Security Advisor

Security Questions

Shell Fork Bomb Protection
SMTP Restrictions

SSH Password Authorization
Tweak

Traceroute Enable/Disable
Two-Factor Authentication

3 server Contacts

Contact Manager

Edit System Mail Preferences

D Resellers

Change Ownership of an Account

Change Ownership of Multiple
Accounts

Edit Reseller Nameservers and

Edit a custom ModSecurity™ rule.
Original Id

46
Rule Text

SecRule REQUEST_URI "@contains /vulnerabilities/xss s"
“chain,phase:2,block,capture,tnone,
SecRule ARGS:mbdMlessage "@pm <> ()"

Ifyou enable the rule, it will be active when you deploy the configuration.
Do you want to enable this rule?

Q search w e

CLOUDLINUX 6.9 kvm [

References

Modsecurity™ Specification Reference
@
SecRule Reference '
SecAction Reference '
Variables Reference
Actions Reference
Transformations Reference

ModSecurity™ FAQ '
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User ID: [2 OR X =x ‘Submit
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8] 403 Forbidden % [ Vulnersbilty: SQL Injection X |+
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Forbidden

You don't have permission to access /vulnerabilities/sqli/ on this server.

) 103.19.208.237 /vulnerabilities/sqli/?i

'x&uSubm e Search

Additionally, a 403 Forbidden error was encountered while trying to use an ErrorDocument to handle the request.
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//Kontak
#(Smysql->execute("select email from kontak where bahasa=1 order by kontak_id
asc Linit 0,17)) {
Sdstakontak-smysql->getbataset();
3

Semail penerima=Sdatakontak[e][e];
Semail pengirim=5_POST['email'];
Snama_pengirin=5_POST[ 'nama’];
Ssubyek="Pertanyaan atau Saran";
$151-5_POST[ 'pesan’

$f (enpty( Senail pengirin) or empty(Snana_pengirin) or empty(Ssubyek) or empty

(sisi) )
€
print("akses ditolak");
exit();
3
Sheader = “From: $noma_pengirin <Semail pengirim \n';
Sheader .= "Reply-To: Semail pengirim\nin";

$send = mail(Semail penerima, Ssubyek, Sisi, Sheader);

1f(ssend){

echo "<font style='text-decoration:none; color:#21A4F4;"> Pesan anda telah
terkiriml</font>";

Jelse{

echo "<font style='text-decoration:none; color:#DA251C; >Pesan anda gagal
dikirim!</font>";

4

>
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